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Abstract

To test a RESTful API one must make requests to all resources of an API and check whether the provided output is correct. Verifying the output is done by checking whether the request type was allowed on this resource as well as checking what data the request returned. A universal test client should be able to do this automatically. The only entry point that it should need is the base URL of the API that needs to be tested. In this thesis it is shown to what extent a test client like this can be automated and still be universally suitable for RESTful APIs. Furthermore, a test client has been implemented to support the findings. It has been used on a number of real-world APIs and the outcomes of this test work is discussed in this thesis.
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1 Introduction

Request tests, tests performed by communicating with the Application Programming Interface (API) over HTTP, form an important part of testing RESTful [1] web APIs. A test needs to be made for every single request and request type in a RESTful API. A request is tested by sending the API input parameters and checking if the request returns the expected output. For manually testing web APIs people often use applications such as Groovy [2] and SoapUI [3]. For some automation the Linux command 'curl' [4] can be used.

Since each request requires a test, it would take quite some time to write tests for the entire API. For writing tests for requests it is a lot faster if a test client could recognize what input and output a certain request expects. Combine that with a client that can find its way through all the requests of an API and there would not need to be a test method for every single request. This "finding its way" through the resources of an API is called discovery. This discovery is one of the constraints of a true RESTful API and is called the Hypermedia As The Engine Of Application State (HATEOAS) protocol [5].

The purpose of this project is to make a test client that can determine what input and output is expected for a request and also be able to find its way through all the requests of the API. In this thesis is discussed to what extent this is possible.

First off, in chapter 2 a short explanation is given of the software that is used in this thesis. A short revision of what a RESTful API does and what it is used for follows. The test client tool itself also deserves some explanation. In chapter 3 an elaboration on the data flow of the test client is given. The next chapter, chapter 4, contains the testing results of the test client. Chapter 5 contains the questions and findings from my research. In chapter 6 conclusions are drawn and a recommendation is made in chapter 7 for the future work that can be done on this subject. Chapter 8 contains the acknowledgements. To wrap it up, chapter 9 contains the bibliography and chapter 10 contains the definitions for specific often used words in this thesis.
2 Context

This section provides an overview of the techniques and tools used to answer the questions of this thesis. Furthermore, a list of requirements for the test client is given.

2.1 RESTful APIs

A company often has a database with information about its products and other company related information. Whenever a company wants to make this data available such that developers can incorporate this data in their own applications/websites, an API or iframe [6] will most often be the technique of choice. A developer can, by using an API, format and use this data in any way he or she would want, contrary to using an iframe in which a developer certainly does not have full control of this data. An iframe allows to have some web page data (usually some data from a database is contained in this page) inside a web page located elsewhere. This means a developer cannot modify the way the data is presented as well as how it is modified. This poses no problem if the data is presented exactly as desired, but to gain full control over it a developer thus needs to use an API, if available.

Furthermore, an API can be split into a SOAP (Simple Object Access Protocol) [7] API and a REST (REpresentational State Transfer) API. Both have their own advantages and disadvantages [8]. The list of advantages and disadvantages of REST and SOAP is nearly endless. The, for this thesis relevant, differences are listed in table 1.

Furthermore, REST also seems to be gaining the upper hand the last years [9]. This is especially due to the simplicity of REST. REST also has quite strict rules, which make it far easier to write automated tests for than for a SOAP API. It is thus near impossible to make tests that can be used for all SOAP APIs.

A RESTful API can be defined as a type of web server that enables a client, either user-operated or automated, to access resources that model a system’s data and functions [10]. The list of constraints for RESTful APIs is very large and this list is also quite different in each book on this subject. There are four constraints however, that are important for making an automated test client and that also contribute to the strictness of a RESTful web API [10].

1. Identification of resources. Each resource should have a unique URI.
2. Manipulation of resources through representations. A browser might see HTML while an automated program sees JSON.
3. Self-descriptive messages. A resource should give information, possibly in the header of a request, about the state, format, size of a resource.

<table>
<thead>
<tr>
<th>SOAP</th>
<th>REST</th>
</tr>
</thead>
<tbody>
<tr>
<td>well-known/old</td>
<td>relatively new</td>
</tr>
<tr>
<td>large marketshare</td>
<td>small marketshare, but growing</td>
</tr>
<tr>
<td>large amount of frameworks</td>
<td>frameworks are largely still in development</td>
</tr>
<tr>
<td>one or more HTTP URIS</td>
<td>standardized URI</td>
</tr>
<tr>
<td>no importance to HTTP verbs</td>
<td>importance to HTTP verbs</td>
</tr>
<tr>
<td>hard to develop</td>
<td>simple to develop</td>
</tr>
</tbody>
</table>

Table 1: Comparison of REST and SOAP

To access resources that model a system’s data and functions [10]. The list of constraints for RESTful APIs is very large and this list is also quite different in each book on this subject. There are four constraints however, that are important for making an automated test client and that also contribute to the strictness of a RESTful web API [10].

1. Identification of resources. Each resource should have a unique URI.
2. Manipulation of resources through representations. A browser might see HTML while an automated program sees JSON.
3. Self-descriptive messages. A resource should give information, possibly in the header of a request, about the state, format, size of a resource.
4. The API must be hypertext driven. That is, just by following links a client should be able to explore the REST API. Also known as HATEOAS.

2.2 Test client tool

In order to explore which parts of API testing could be automated and which parts cannot, a test client is implemented. This is purely a conceptual software tool and not a fully functional piece of software. And as such, a small explanation here on how the tool is used is included, instead of posting many pages of code.

2.2.1 Requirements

The following section summarizes the requirements for the test client tool. Firstly, the non-functional requirements of the test client:

1. Insensitive to resource changes (adding/deleting/editing resources)
2. Fit on all RESTful APIs
3. Easy to deploy/use, just one line of code to deploy it for a certain API
4. Cross-platform
5. Language in which the API is written does not matter

Secondly, the functional requirements for the test client are the following:

1. A test, made by the test client, consists of sending a request to the API, receiving the response and checking whether the response is correct
2. Each resource and each operation on a resource is tested once
3. The requested data type from an API is JSON (available in nearly all APIs) to ease parsing
4. Base URL is manually inserted, nearly everything else functions automatically
5. If necessary, some form of authentication can be added for each request
6. Errors in tests are written to a file

There needs to be some assurance that this test client works on most RESTful APIs and that it also adheres to the previously mentioned requirements. It would be undoable to test it on all RESTful APIs there are on the internet. Instead, in order to achieve some kind of assurance, a few APIs are used that adhere to most constraints of a pure RESTful API and also have the convenience of using OAuth as authentication. The test client was built such that it could at least check these APIs. The APIs that are eligible for this are the APIs of Github, Netflix, Paylogic (called the ‘PTA’, still under development though) and Sun Cloud. Netflix however does unfortunately not take in new developers to use their API as of February 2013. And since implementation of this tool started in March 2013, Netflix’ API could not be used. The Sun cloud API unfortunately is not easily publicly accessible and thus this API cannot be used for the test client. The Github API and PTA are easy and free to use.
3 Data flow

The test client is somewhat conceptual, therefore this data flow is also conceptual at some points. The test client has to perform multiple actions. To give an idea of the main actions this test client performs, a high-level data flow diagram is given. It gives an overview of what the test client should do. All possible outcomes from a process are not displayed here. The diagram does neither contain error paths. If one of the blocks in the diagram fails, a test will simply be skipped.

The data flow starts with receiving a base url, e.g. http://example.com. From there on, it should be able to work its way through the whole API. When all resources of the API have been visited the test clients job is done.

3.1 Data flow elaboration

The previous section has given a short overview of the data flow of the test client. Each block in this data flow will be explained in more detail in this section. The input and output are based on the success path of that particular block. Alternative paths that arise when certain blocks fail are not discussed, since this would just result in a fail and a test would be skipped. An error code should just pop up and the currently checked resource should be skipped.

3.1.1 Base URL

output: url

The first and probably the simplest block. This is also the only block which certainly has to be done manually. The user will have to provide this URL once. The base URL is simply an address, something like http://example.com/rest/. This URL is unique for each API. Hence if the URL is known to the user, the API is known. This URL is also the first resource from which other resources in the same API can be discovered.

3.1.2 Ask for resource data

input: url
output: request

The url that was received in the previous step, is used here to request data. The test client will request a connection with the web API here to receive data. This request concerns one URL, hence the data of one page is requested. This data is requested automatically. The test client will ask for data in the JSON format since this is supported by nearly all APIs.

Return resource data

input: request
output: resource data

This is one of the two steps where the API has to provide information. The API takes a URL and returns the data that is associated with that URL.
Figure 1: Data flow of the test client. The numbers refer to the questions in Section 5.2 as each question refers to some parts of this data flow.
3.1.3 Scan data for operations (HTTP requests)

input: resource data
output: all operations possible in this particular resource

This is one of the more important steps. The data that was received from the previous step has to be parsed here. The resource output will consist of information for several operations which in turn will contain several parameters. The resource output has to be split into separate operations in this stage of the client. This means that the data has to be parsed in such a way that the correct parameters are also attached to the correct operations. To get a bit of an insight in how a single operation is built, an example of how a POST operation is constructed will follow. Different types of operations do vary somewhat in what data they possess. E.g. a DELETE operation usually requires less parameters than a POST. The following should nevertheless give some insight in how an operation is constructed.

First off, the test client constructs the URL for this operation, which is the same for all operations on the same resource. This can be parsed from the previously given data. This will be something along the lines of www.api.com/{user}/tickets. The part between braces will be filled in correctly in the next steps.

Secondly, the test client determines what POST parameters have to be sent along with this URL. This information can also be retrieved from the resource data. In a POST operation these parameters usually resemble the information a user fills in in a form on a web page. Some parameters would be the name and date of the ticket for example. So the information of this single operation consists of 3 parts; POST type, www.api.com/{user}/tickets and the parameters name and date.

3.1.4 Parse parameters from the operation

input: A single operation
output: Operation that has been parsed into URL + parameters

This part of the data flow deals with a single operation. A parser is used to put parameters and the URL into separate variables. Python is quite easy to use with JSON hence the parsing into arguments and URL should be pretty straightforward.

If the parser fails to parse a certain URI then this operation can be marked as failed. There are probably some other resources reachable from this operation however. This means that the test client would first have to fix this parse error before the test client could check these other resources. Ultimately this means that the test client cannot detect all errors in an API in one single run. Making sure that URIs are correct in an API is thus very important.

3.1.5 Fill in parameters

input: parameters
output: filled-in parameters

Perhaps the most versatile block of the data flow. Filling in the parameters correctly is something that is perfectly done by humans. The idea of this test client however is to automate everything as far as possible. Some kind of artificial intelligence has to be applied here. There are different methods for filling in parameters. The ones that have been considered are explained here.

The most primitive way would be to just fill in random strings and random numbers. This tests whether or not a certain resource can be accessed, but does very little besides that. With each testing round there would be random passes and fails (incorrect filled parameters). This method can however be used if all else fails.
A completely reverse approach would be to let all parameters be filled in by a human. But then an important feature of this test client would be lost, namely doing testing automatically. With each new resource the user would have to fill in all parameters again.

An improvement/middle way would be to at least check the type of the parameter before filling it in. But this would for example still allow negative values where only positive values are expected and more of such problems will occur. The test client should therefore be learning. The only thing that certainly distinguishes one parameter from the other is its name. The client therefore keeps a database of variable names together with the expected value or value range of that variable. When the test client discovers a new parameter name it asks for a value or value range which this parameter should have. It will thus have a growing list of values it knows. In this way the test client tests the API without human interference after the values have been added to the database. Adding resources will also be quite easy since the client already knows most of the parameters because of the presence of these parameters in other resources in the API. Later on it is proven that this principle can only be applied to one API and not to, universally, all APIs.

### 3.1.6 Perform operation

**input:** operation  
**output:** request  
In this step the client commits the previously prepared operation. It sends a request to the API to respond to the given URL plus the generated parameters.

### 3.1.7 Return operation output

**input:** request  
**output:** operation data  
The API processes the incoming operation and returns the corresponding data output.

### 3.1.8 Verify operation output

**input:** operation data  
**output:** Pass or fail  
The test client checks whether the output from the API is the output the client expects. When the output is correct, it just continues to the next one. If it is wrong, a notification is made about the wrong output. The outputted data is verified with the resource data from a few steps ago. This resource data does actually contain some information about what the outputted data should look like, at least in a proper RESTful API. Hence when the outputted data and resource data match, the test passes.

### 3.1.9 Cycling through the data flow

There are a few loops in this data flow. The section from “Parse parameters from the operation” till ”verify operation output“ is repeated for every single operation. Also, the entire part of ”ask for resource data“ till ”verify operation output“ is repeated for every resource. These cycles ensure that every part of the API is tested properly and completely.
4 Results

To give some kind of assurance that the test client works, it is used on some APIs. Some APIs did a lot better than others. Table 2 shows which parts of an API could and which parts could not be tested.

Table 2 shows that there is no single API that works perfectly. The Github API and the PTA were the only two that yielded some decent results. Other APIs would kill the test client after only testing the base URL. In order to make sure that a full test run could be done on the Github API and PTA, some small modifications had to be made to the test client when one of these APIs were tested. For the Github API the assumption needed to be made that only GET and OPTIONS are valid operations (other operation methods were simply not available or specified). For the PTA, some information about parameters had to be inserted manually.

4.1 API shortcomings

Nearly all (popular) APIs do not fully adhere to the previously mentioned constraints for RESTful APIs. A REST API needs to adhere to these constraints to be testable by an automated test client. A good way of grading the “RESTfulness” of a RESTful API is to use the Richardson Maturity Model [11]. This model grades APIs from level 0 to level 3. Table 3 gives an overview of how “RESTful” some of the currently most popular APIs really are. The difference with table 2 is that table 2 concerns to what extent the test client could test an API whereas table 3 gives an overview how ‘RESTful’ an API is according to the Richardson Maturity Model.

- **level 0:** This level means that this particular API is utter garbage in terms of REST. Resources cannot be distinguished and only one type of request (usually POST). XML Remote Procedure Calls and SOAP APIs belong to this level.
- **level 1:** In this level each URI leads to one and only one resource of an API. There is a distinction between, for example, book 1 (api.com/book/1) and book 2 (api.com/book/2). There is still just 1 type of request however. I have yet to come across an API which does implement resources, but does not implement different kinds of operations.

<table>
<thead>
<tr>
<th>APIs</th>
<th>Reachable resources</th>
<th>Test the base URL</th>
<th>Discover entire API</th>
<th>Perform/Discover all kind of operations (POST/PUT/GET/DELETE)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Flickr</td>
<td>×</td>
<td>×</td>
<td>×</td>
<td>×</td>
</tr>
<tr>
<td>Imgur</td>
<td>✓</td>
<td>✓</td>
<td>×</td>
<td>×</td>
</tr>
<tr>
<td>Rdio</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>×</td>
</tr>
<tr>
<td>Twitter</td>
<td>✓</td>
<td>✓</td>
<td>×</td>
<td>×</td>
</tr>
<tr>
<td>Github</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>×</td>
</tr>
<tr>
<td>PTA(Paylogic)</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>×</td>
</tr>
</tbody>
</table>

Table 2: Results of testing APIs with the test client
Table 3: API division according to Richardson Maturity Model

<table>
<thead>
<tr>
<th>Level 0</th>
<th>level 1</th>
<th>level 2</th>
<th>level 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>SOAP APIs</td>
<td>Twitter</td>
<td>Github</td>
<td></td>
</tr>
<tr>
<td>XML RPC’s</td>
<td>Imgur</td>
<td>PTA (Paylogic)</td>
<td></td>
</tr>
<tr>
<td>Flickr</td>
<td>Amazon S3</td>
<td>Netflix</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Facebook</td>
<td></td>
<td>Twilio</td>
</tr>
</tbody>
</table>

- **level 2:** Most of the mature APIs can be found in this level. All rules from previous levels apply plus the fact that different types of requests will be used. That is, a DELETE for deleting a resource, GET for requesting a resource, PUT for adding a resource and so on.

- **level 3:** This level is the one nearly no API reaches. It states that a client should be able to discover all the resources in an API on its own. This means that the API should provide information to the client as to where a client can set its next step in the API. This property is also known as HATEOAS.

Most popular APIs nowadays do implement separation of resources and provide support for different request types. Hence the large number of APIs in level 2. The fact that an API is under level 3 in the Richardson Maturity Model makes it unsuitable for automatic testing. A client in an API with a maturity level lower than 3 can not find its way in resources. One remedy to this would be to statically tell the client what resources are available. Adding, removing or editing a resource would still break testing then. Which means after each edit of the API, the test client will break, losing the whole advantage of automated testing. This is also a problem for non automated clients, no discovery still means that editing/removing a resource will require all clients to rebuild their systems.

A problem that is also recurring in many APIs is that an API does not tell what to do on a certain page. Most APIs have huge documentation pages (at a different URL than base API URL). When a client asks the API what to do (options call), the API most often responds with either an error or a huge chunk of documentation. This surely makes it somewhat readable for a human, but an automated program cannot do anything with it.

The reason that so many APIs do not meet all standards of a truly RESTful API is not that API developers do not know how to build an API. Rather, it is the easy way out to just document everything instead of providing proper discovery and options in an API. Another problem is that developers often use a file extension in the URL. If the client wants an API to return JSON, then something like this has to be called: `api.example.com/user.json`. This is again the easy way. The proper way would be to include what type of response the user expects in the header.

Even APIs that made it to level 3 still have some flaws. The Github API for example does not implement an OPTIONS request to see what can be done at a particular URL. There is no way in checking what requests (POST,PUT,GET,DELETE) can be made. Instead, the user has to resort to reading the documentation once again. While this is useful for people who use the API and just have to check the documentation once, it is a disaster for automated clients since they simply cannot read this documentation.

### 4.2 test client shortcomings

Mainly due to the fact that APIs show some shortcomings, the test client unfortunately also shows some practical shortcomings (theoretical shortcomings will be discussed in the next section since the theoretical shortcomings of the test client is actually the research scope of this thesis).
The most important shortcoming is that the test client could not fully verify that all type of operations work correctly in an API. This is especially the case with POST calls. POST calls nearly always require quite some parameters. Ideally, these parameters and accompanying values are documented well in the OPTIONS call. Looking at table 2, it can be seen however that this is not the case with any API that the test client tested.

The API will test any URL that has the base URL as prefix. This means it might also test something that is not a resource, e.g. an image that is stored somewhere in the API. A good practice would be to only have resources start with the base URL. All other media should be stored at a separate URL.

5 Discussion

The following section contains the questions posed regarding automated testing. It also contains the conclusions that can be drawn from the test client tool. Most points have turned out as expected when I started working on this thesis. A few points have turned out differently than expected. Especially the filling of parameters turned out to be different.

5.1 Research Question Revisited

The main goal of this project is to make an automated test client that can test RESTful web APIs. The main question would then logically be: "how can automated testing be achieved?". However, the very first thing to ask is: Is this feasible? A 100% automated test client means that the client will have to make decisions that only humans can make. For example, a human decides that a parameter called “salary” has to contain a positive number, likely somewhere between 100 and 100,000. A test client on its turn could pick a negative number for the field “salary” which would be plain wrong. Making a test client 100% automated is therefore deemed to be not possible. In this thesis the most important questions are not how to automate the client, but rather if it is possible to automate. The main question to be solved is thus: What parts of a test client can be automated?

This is a quite broad question. Before this question can be answered, a few subquestions should first be answered. A test client performs multiple actions to test a request. The main question can therefore be split into subquestions. Each subquestion concerns a different part of the test client.

These subquestions can again be split into even smaller subquestions. This process continues until these questions concern such a small area that a direct answer or explanation can be given. This thesis has thus a bottom-up approach; After all subquestions have been answered, the umbrella question can be answered.

5.2 Findings from testing tool

There are a number of sub areas which need to be answered to answer the broader question “Can a test client be fully automated?”. The main question can therefore be divided into the following sub questions.

- Can the parsing of parameters for a request be automated?
- Can a test client work its way through the entire API on its own?
- Is it possible to see what type of request the client is dealing with?
• Can a client automatically fill in correct values for parameters?
• Can this client be implemented in such a way that it is easy to use in different web APIs?
• How should the client be fit into a complete software project?

In each of the following sections each one of these subquestions is discussed.

5.2.1 Automating the parsing of parameters for a request

Making an OPTIONS call to a certain resource in an API gives back a JSON object. This JSON object contains some kind of description of the resource and also contains the fields (id, name, user, etcetera) that need to be filled in to create an operation on this particular resource. Since this is all JSON, it is quite easy to parse. Most modern programming languages can just use a single library to parse this, including Python, in which the test client was written. The response that is received from the API after an options call can be loaded into an object with just one single line of code. For convenience, these values are stored in a structure like a hashmap such that keys and values can easily be retrieved. Later on these keys are used to fill in their respective values. These values need to be included in an operation. This automatically filling of parameters is discussed a few sections later.

5.2.2 Work your way through the entire API on your own

HATEOAS. It is the only thing that an API needs to implement for client discovery. A client can find its way through the entire API easily if at each resource is stated what resources can be entered next. The only problem is, as stated before, nearly no API implements this properly. The Github API and PTA were specifically chosen since they do implement this feature.

Each resource starts with the base URL. For example, api.example.com/baskets and api.example.com/tickets/1. To check what resources can be entered next, the test client can simply scan the resource for strings starting with the base URL. Each of these strings provides an entrypoint for the next resource. This string may however include some parts that need to be filled in. For example, api.example.com/baskets/{user}. This part needs to be parsed out of the string first and given a correct value later.

“When working your way through” a resource can be seen as walking through a graph. And as such the test client has to be sure that every node is visited once. As every resource is visited that connects to the current URL, with certainty can be said that every resource is visited at least once. But the test client does need to look out for cycles which will cause it to be stuck in an infinite loop. A list is maintained with all URLs that have previously been visited. As such, every URL is surely visited once and only once. An API may however contain some URL that has the base URL as a prefix but that URL might not be a resource. In this case the test client will still view this as a resource and the test will just report a fail.

When testing an API, the tester may not have full control over everything that is present in the backing database of the API. There can be thousands of instances of just 1 resource. The Github API (figure 2) for example has a resource called “user” which includes all users that are using Github. Github has a grand total of 2.8 million users [12]. As such, testing may take an extensive amount of time. All entries of the entire Github API could be tested, but after 7 hours of running the test client it seems wise to abort running. One trick that was applied to severely reduce testing time on these big APIs, is to only test 1 instance/URL per resource. That is, When the test client tests api.example.com/tickets/3, it does not test api.example.com/tickets/2 or api.example.com/tickets/5. This reduces testing to under half an hour, which is not ideal, but acceptable for such large APIs. The best option would still be that the tester has full control over the API and can limit the amount of objects that are present in the database.
5.2.3 Detect what type of request the client is dealing with

It appeared to be not feasible to do a lot of detection, rather the test client just builds up a list with keywords manually. As demonstrated by the previous section, this area does not deserve much attention. This is one of the few points that turned out differently than expected at forehand.

5.2.4 Automatically filling in correct values in parameters of a request

When the test client is given an URL, as specified in previous section, it may still contain parts that need to be filled in. In the chapter about the data flow, 3 options were mentioned: Random filling, filling by looking into a dictionary and manually filling. Random filling was already not seen as a good option. Testing is about reliability, randomness cannot be used here.

Filling in keywords by looking into a dictionary appears to be the way to go. A side note is however that APIs differ too much from each other to actually maintain one universal dictionary. What one API may consider to be a valid API is complete garbage to another API. As with random filling, the outcomes is too random.

For one API however, a list of keywords can be kept. Keywords are often reused within one API, not to mention that the developer only needs to specify them the first time the test client encounters them. After that the dictionary knows what values to fill in for certain keywords and a test session runs without any help from a human. This is a combation of the aspects of dictionary filling and manual filling.
5.2.5 Generalizing the test client to be easy to use by different web APIs

A test client can be generalized to some extent. If an API adheres to certain constraints, then the parts that are affected by these constraints can usually be automated. Authentication is one thing that is nearly the same in every good (level 3 Richardson Maturity Model) RESTful API. Nearly every API uses OAuth and as such, the tokens in OAuth are stored in the test client such that all subsequent requests are authenticated automatically. The test client is quite easy to keep general. The test client does not know anything about an API in advance and is still able to use it. And as such, it does not really matter what kind of RESTful API is passed to the test client. It is all about the RESTful API itself obeying to the rules.

5.2.6 Fitting the test client into a complete software project

This turns out to be quite easy. This tool just accepts a base URL and some authentication and it can then find its way around the API.
6 Conclusion

At this very moment it has proven to be impossible to build a universal test client. This came to the surface during the making of the test client and the search for proper APIs. APIs are simply not constructed uniformly enough. There appears to be no RESTful API that fits all the constraints currently. This is also due to the fact that there are no frameworks to build RESTful APIs properly. REST is a technique that big companies are now slowly beginning to adopt [9], which is also one of the reasons that the current APIs are not completely flawless.

The test client has furthermore shown the impracticality of keeping a universal dictionary for all APIs. Which I did expect at first hand when I started with my thesis. Soon I found out that APIs just differ too much. To make a test client universal, developers need to make the APIs more generic. A few other minor points turned out differently than expected or were less important: 'detecting what type of request the client is dealing with' and 'fitting the test client into a complete software project'.

A note on the test client is however that I could not validate that everything in a proper API is covered by the test client. Simply because I haven’t come across such proper APIs. When a developer does construct a good REST API with the REST rules in mind, then this client should be able to test it well.
7 Future work

When automating a test client, a few restrictions have to be dealt with. First off, it has proven to be un-doable to keep one universal dictionary for all APIs. This means the developer will have to manually input keywords for each API. Since this problem is fundamental it is not something that can be solved by future work. Secondly, making random guesses, will yield random results and is therefore deemed not fit for testing. Not even if the test client can do some recognition such as the typing of a keyword. There needs to be 100% certainty that the value that is used for the keyword, is correct.

Another restriction is that the current APIs that are used often have quite some shortcomings. This is something that can be fixed. In the future, APIs should be build strictly according to the constraints [10].

There are quite some frameworks that aid in building a RESTful API. One thing that greatly aids in making good APIs, is using a REST framework. This way not every API maker uses his own implementation of, for example, the OPTIONS call and discovery of resource. For Java, developers can use RESTlet [13]. For Python/Django the Django REST framework [14] as well as Tastypie [15] do the job. In the Tastypie framework developers are actually already working on providing a framework to fix some of the common shortcomings of APIs. An OPTIONS request is being implemented which returns what can be done at a certain URI and what input/parameters the API expects from the client. Developers may manage to improve these frameworks such that they produce truly RESTful APIs. This means a developer could just add an automated tester to his framework such that he would never have to look at HTTP testing his API ever again.
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10 Definitions

- **client**: User of an API.
- **automated test client**: A client that tests whether all actions on all resources return the values they should return. It does not know anything about the particular API in advance. It is just given a user account to use the API and a base URL as a starting point to explore the URI.
- **request**: A request is an URI with a calling type (GET/POST/PUT/DELETE).
- **GET/POST/PUT/DELETE**: The most common types of requests in an API. Each one is used for a different type of action on a resource.
- **resource**: This is all the information that can be found on a certain url, e.g. on `http://example.com/events` all the information about the resource “event” can be found. The data in this particular resource can be scanned to find out what ‘operations’ can be performed from this point.
- **parameters**: The information that a request needs to know to display the proper output. For example, for adding a product to the paying basket an API would possibly need the parameter ‘Name’ to know what type of product the user has bought.
- **operation**: An operation can also be described as a HTTP request. It is very similar to the previously defined ‘request’. An operation is performed by sending a (GET/POST/PUT/etc.) request to the API along with correctly filled in parameters of the request.
- **keyword**: Part of the URI that has to be filled in by the client and is not predetermined.
- **OAuth**: common way of authenticating requests in a RESTful API.