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Abstract
Software-Defined Networking (SDN) is an upcoming approach to networking characterised
by the separation of the data plane and control plane. Implementing SDN for the commu-
nication of Pub/Sub systems leads to higher expressiveness and less latency in forwarding
content. However, security issues like confidentiality, authentication and integrity for
publish/subscribe communication in SDN are still relatively unexplored.

In this thesis, a secure system model for a Publish/Subscribe scheme using SDN is
designed and implemented. This system covers cryptography using CP-ABE, efficient and
secure routing using P4 switches and the decoupled implementation of pub/sub commu-
nication. A qualitative security analysis was performed on the proposed model through
different use cases. Confidentiality of the content is well protected in these use cases, and
unauthorised events are ignored. However, preservation of the integrity of the information
remains a potential pitfall. No difference in computation overhead is measured for the
Boolean operators OR or AND. However, numerical attribute comparison significantly in-
creases the execution time of the KeyGen() algorithm. Since the controller that executes
KeyGen() has extensive resources, this does not impose a direct problem.

Therefore, the proposed model provides a secure Content-based Publish/Subscribe
(CBPS) communication without impairing the decoupled property or creating unaccept-
able overhead.
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1 Introduction
In the present-day world, we deal with many modern applications, e.g. social networks,
smart grids and IoT, that should connect and communicate with each other as fast as
possible. People use social networks, entertainment streaming, and healthcare systems
on a daily basis. For instance, people want instant updates on the COVID-19 pandemic
news on their phones, the newest stock exchanges updates for their assets and streaming
new movies on demand. In this regard, the publish/subscribe communication paradigm
allows these distributed networks to communicate in such applications.

Publish/Subscribe Pub/Sub is a message pattern for content delivery in a distributed
system that has increased in popularity for modern applications. This popularity is due
to its asynchronous nature and its decoupling of distributed components. A Pub/Sub
system has two roles; publishers who publish messages called events and subscribers who
subscribe to show interest in certain events. Since publishers and subscribers are loosely
coupled components, there is no direct connection between the two roles. Therefore,
an middleware must handle communication between publisher and subscriber. An event
service can be seen as a broker function that forwards messages.

In Pub/Sub communication, a publisher, who has no information about existing sub-
scribers, passes data as an event to the network. The notification service receives events
and notifies relevant subscribers matching their interests. This interest of the subscribers
is called a subscription. Content-based Pub/Sub is a subscription model and is very pop-
ular in current systems. The dynamic nature of Pub/Sub interconnects many (un)trusted
publishers and subscribers in the network which causes security concerns if no access
control mechanisms are integrated. The protection of the content of the event against
untrusted subscribers is important.

A Content-based Publish/Subscribe system takes routing decisions based on the cur-
rent information and effectively establishes routing paths between publishers and sub-
scribers only if there is a matching interest. The content-based routing imposes two new
security challenges. Firstly, the system needs to ensure subscribers can only access the
content they are authorized for. Secondly, the system should not reveal information about
the interest of the subscriber or the event from the publisher for privacy. This thesis will
focus on secure content-based routing, in which subscribers create expressive subscriptions
that allow flexible and efficient filtering of events.

Related works for Pub/Sub solutions focus primarily on implementation in the appli-
cation layer using a middleware layer [5–8]. Middleware solutions have an overlay network
in which subscriptions are matched with publications. Routing via an overlay network
is not bandwidth efficient since the overlay topology will differentiate from the physical
topology. This results in an event being routed multiple times through the same physical
link from a publisher to a particular subscriber [9]. Operating in the application layer
brings latency to the processing time of a packet since it needs to be handled by the
session and presentation layers first. Moreover, the overlay network is unaware of the
underlying physical network.

Considering these disadvantages of using a middleware layer, a new research field has
arised implementing content-based routing on the network layer [10]. However, this re-
search area is restricted since it is unrealistic to change existing standard network protocols
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and hardware. More recent studies of network technologies like SDN raised new efforts in
realising publish/subscribe middleware that supports network event filtering [10,11].

SDN is a new network paradigm separating the network into control and data planes.
The control plane has a centralised controller that manages the network devices and holds
the network topology. The control plane is programmable, and it could thus change the
network policies and control all data flows. In the data plane, data flows through pro-
grammable packet-forwarding devices called switches. This separation allows for flexible
routing policies expression, which improves performance; it enables filtering directly in
the data plane.

However promising SDNs are as an alternative to a middleware layer, a comprehensive
system model with the implementation of Content-based Publish/Subscribe model on
SDN still needs further exploration.

This thesis aims to look further than the efficient implementation of a Pub/Sub sys-
tem on a SDN. Since Pub/Sub communication is used for information dissemination in
distributed applications, it must also fulfil security needs. The security needs will be as-
sessed by defining a threat model and fitting security and efficiency goals. The security of
broker-less Pub/Sub systems has been described before [12]. However, a security assess-
ment of Pub/Sub systems with the implementation of a SDN has not been covered. In
addition, this thesis aims to investigate the trade-off using a common security framework
for broker-less Pub/Sub systems, specifically for attribute-based encryption [12–14].

1.1 Novelty

The novelty of this thesis lies in the design of a secure Pub/Sub-system model on the
network layer using SDN and programmable switches for the data plane. There are
solutions available that implement Pub/Sub communication in the network layer [10,
15]. However, the security aspect of this implementation has not been described before.
Security in middleware Pub/Sub implementations has been discussed before, however,
these implementations need to be translated and improved to the new opportunities SDN
brings.

Using SDN to build the Pub/Sub protocol allows for more flexibility and less com-
plexity than traditional networks; Due to the logically centralised control plane architec-
ture, the controller can have the key authority role for encryption schemes. Moreover,
no transport-layer links between brokers in an overlay network are necessary for routing
since switches in the SDN take over this role. Removing the brokers allows less end-
to-end latency and bandwidth efficiency. This thesis takes the SDN concept further by
allowing switches to be fully programmable and protocol-independent using Program-
ming Protocol-independent Packet Processors (P4) language. Since P4 aims for open
components, proprietary switches with potential backdoors and static protocols will be
eliminated.

1.2 Outline

In Chapter 2, the Background information is represented.
Chapter 3 discusses relevant works from existing literature concerning Content-based Pub-
lish/Subscribe systems, with or without using a SDN and the security of such models.
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Chapter 4 formulates the problem statement. It also describes the attack and security as-
sumptions used to create a system model. Moreover, it defines the security and efficiency
goals.
Chapter 5 lists all the design options for designing a final system model. It discusses
which options were considered and compares the different options.
Chapter 6 shows the proposed theoretical system model, which includes the messages’
design, the system’s entities and the control application.
Chapter 7 covers the results of a security assessment and an overhead assessment of the
proposed design. A qualitative security analysis was performed on the proposed model,
discussing communication confidentiality, integrity and authentication employing differ-
ent use cases. A proof-of-concept of the proposed solution is introduced by assessing
computation overhead.
Chapter 8 concludes the final work, discusses the proposed solution’s outcomes and places
them in the context of related works.

5
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2 Background
In this section, the background material is presented, which is required for the basic un-
derstanding of specific technologies.

2.1 Content-based pub/sub

Message Oriented Middlewares (MoM) are middleware architectures that support sending
and receiving messages between distributed systems where much internal communication
occurs. MoMs allow asynchronous communication in which the receivers of information do
not wait for a response. The second property is that MoM decouples network components;
the sender and receiver of messages do not know each other’s address or location. The
decoupled property is realised by brokers or intermediaries responsible for routing the
packets to the correct receivers. Moreover, MoM allow for generic data type formats,
which is beneficial for connecting different applications.

A Publish/Subscribe (Pub/Sub) is a pattern of MoM, an asynchronous service-to-
service communication protocol. Pub/sub is mainly used in a distributed system in which
information is disseminated dynamically. The data senders (publishers) and the data re-
ceivers (subscribers) communicate through messages (events). Communication is possible
via an event service named the broker middleware.

A classical publish/subscribe system consists of publishers, subscribers and brokers.
Brokers are the intermediates in the network that disseminate events sent by publishers
to interested subscribers. Following are the components of a publish-subscribe system:

Publisher:

• Sender of events

• Producer of data

• Sends without knowing the destination address of the receiver(s)

Subscribers:

• Receiver of events

• Comsumer of data

• Receives events to which it is subscribed to

• Does not know the publisher of the event

Broker middleware:

• Intermediate service between the publishers and subscribers

• Forwards events from publishers to the interested subscribers

• Handles memberships of publishers and subscribers

6
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• Responsible for keeping the addresses of publishers and subscribers

• Creates distributed nodes representing an overlay on the physical network for match-
ing

In Figure 1, a basic Pub/Sub architecture is shown in which publishers can publish events,
subscribers can subscribe by functions, and the middleware takes care of the routing.

Figure 1: Basic architecture of a Pub/Sub system

In large-scale distributed systems, it is desirable to have a decoupled nature of the
publishers and subscribers. It allows them to operate independently and creates a more
scalable system. This decoupled nature can be implemented in the following dimensions:

• Space: Publishers and subscribers do not know each other or their location. Com-
munication goes through an intermediate entity.

• Time: The publisher and subscriber do not need to wait on each other.

• Synchronisation: The communication is asynchronous, i.e., a publisher does not
have to wait on all subscribers to receive an event to execute another task.

The routing method in a Pub/Sub-system depends on the architecture. Filtering of
the events can happen on by metadata tags named topics (topic-based) or by the content
of the packets (content-based).

Topic based
Topic-based events are published to channels (topics) based on the event’s subject. A
subscriber can subscribe to such a topic to receive all matched events. The publisher
classifies the topics, and thereby the publisher classifies event content. A disadvantage of
a topic-based system is that the subscribers have limited expressiveness by subscribing to
such a topic; the subscriber will receive all the events classified to that topic.

7
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Figure 2: Basic architecture of topic-based routing

Figure 2 illustrates a basic architecture of topic-based routing. In this example, pub-
lishers can publish events on the topic ‘Student’ or ‘Professor’, and subscribers can sub-
scribe to these topics. Subscribers A and B are subscribed to the topic ‘Student’, while
subscriber C is subscribed to the topic ‘Professor’. As a result, subscribers A and B will
only receive events from the topic ‘Student’, and subscriber C will only receive events
published in the topic ‘Professor’.

Figure 3: Basic architecture of content-based routing

Content based
In a content-based Pub/Sub system, filters are made using the content of the event, allow-
ing subscribers to express their interests in more detail with constraints on the content.
Subscribers can define a fine-grained filter to have more expressiveness in receiving events.
In other words, events are not classified by a predefined topic but by using the properties
of the events. A disadvantage of content-based Pub/Sub is that it is more expensive to
execute than a topic-based match.

Figure 3 illustrates a basic architecture of content-based routing. Publishers can pub-
lish an event related to the content of ‘Computing Science’ and ‘Students’. A subscriber
interested in ‘Computing Science’ and ‘Students’ will receive the event. However, a sub-
scriber interested in ‘Artificial Intelligence’ (AI) and ‘Students’ will not receive the event.
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2.2 Software-Defined Networking

In traditional networks, each device, for example, a router, has its control and data plane.
Here, network devices have fixed policies and defined rules that are configured by the
manufacturer. This fixed manner leads to proprietary software. Furthermore, changing
protocols in traditional networks is not possible since reconfiguration is needed for the
whole device.

Figure 4: Traditional versus SDN architectures [1]

Software-defined networks came into existence to solve the challenges of traditional
networks. SDN is a new paradigm for networking, in which the underlying network is
abstracted as an entity that a central controller can control. The term SDN originated
from a project at Stanford University, in which it was used as a definition to describe
their OpenFlow project [16,17]. The definition has later on expanded to a broader range
of technologies in the networking industry. This thesis uses the four pillars of Kreutz et
al. that define the SDN as a network architecture [17]:

1. The control and data plane are separated. Therefore, the controller logic is directly
programmable since it is decoupled from the forwarding plane.

2. Forwarding rules are flow based.

3. The network intelligence is centrally managed. The SDN controller has the control
logic.

4. The SDN is, using software running on the controller in the control plane, pro-
grammable. The dynamic, automated SDN programs do not depend on proprietary
software, which makes configuring, securing and optimising network resources rela-
tively easy.

9
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This SDN concept separates the traditional architecture of network devices and defines a
new network abstraction into two separate entities, which is illustrated in Figure 4. The
traditional network is a decentralised architecture in which every switch has its control
layer; in an SDN, the control layer is centralised. Creating this separation comes with
some benefits:

• The global topology and network configuration can be shared with all the network
applications. Therefore, policy decisions and efficient routing rules can be made.

• Automation increases because of the ability to provision resources at will and not
to reconfigure resources manually.

• It makes logic and configuration more programmable.

• Open standards like OpenFlow and P4Runtime interfaces and no vendor lock-in,
since control logic is provided by the SDN controllers and not by multiple (different)
closed-source, proprietary network devices.

However, using an SDN is still a new technology that also has some bottlenecks introduced:

• Since the controller manages the network centralised, it is a single point of failure.
If the controller stops working it will bring the entire network down.

• Scalability of the control plane is a bottleneck in large networks with thousands of
switches. The increase in network traffic does not scale with the performance of one
controller.

• It is more prone to distributed denial-of-service attacks.

2.2.1 SDN planes

An SDN architecture consists of three layers and two interfaces between these layers. An
example of a SDN architecture can be seen in Figure 5. The components of SDN will be
briefly introduced.

10
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Figure 5: SDN reference architecture with network components [2]

• Data plane - The data plane is the network infrastructure where network elements
are connected. In Figure 5, the data plane is presented as ‘infrastructure plane’.
These elements can be traditional Ethernet switches, firewalls or routers. However,
no full control layer is implemented in these devices but is offloaded to the control
plane. Therefore, the southbound interface facilitates communication between the
data and control plane. The OpenFlow communication protocol is an example of a
southbound. Updates to the network devices can be done at any moment.

• Control plane - The control plane contains the network controllers that config-
ure the network devices in the data plane. Controllers are responsible for services
such as keeping track of statistics, keeping track of the overall network view and
topology, routing and security. The northbound API are interfaces between the
application plane with the control plane. The controller needs to communicate with
the infrastructure layer to receive information about the networking devices and to
create and edit the logic. Horizontally, the control planes have East- and Westbound
interfaces; These interfaces enable connecting multiple controllers for scalability to
bigger distributed networks.

• Infrastructure plane - The application plane, also known as the management
plane, contains the overhead tasks that do not interact with the data plane. It has
network applications that act as the intelligence of the entire network. The plane is
connected via the Northbound API to the control plane.

11
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2.2.2 Data plane protocols

The original SDN concept was to control the data flows based on existing Internet protocol
headers such as IP, UDP and TCP. OpenFlow is a commonly used southbound interface
that defines communication between the control plane and the data plane. OpenFlow
is the standard protocol that can be used in the data plane architectures. However,
when a new protocol header is introduced in a network, all routers need to know this
new protocol before it can be processed. It is impossible to define new protocols when
a network consists of static hardware switches since the hardware cannot be changed. A
new technology, known as P4, Domain-Specific Language, solves this problem; it enables
the programming of the packet forwarding behaviour of a switch.

P4 is flexible in defining new customised protocols and packet headers and specifying
code for dynamically parsing these headers. Moreover, it allows custom forwarding tables
and header field manipulation while forwarding packets. P4 can run on both software and
hardware switches, and it has access to high-performance programmable packet proces-
sors [18]. Hence, switches do not need to wait for hardware updates by vendors. Network
administrators can execute their own installations. This makes P4 completely protocol-
independent and highly adaptable to new applications.

2.2.3 P4 workflow

Figure 6: P4’s abstract forwarding model [3]

Figure 6 shows a logical abstraction of how P4 switches forward packets through the
programmable model. First, the incoming packet is parsed. The P4 program executes
a finite state machine to rely on for parsing. Then, the ingress pipeline is entered, and
the header field is matched using the match-action tables. Then it moves to the egress
pipeline, where the rules are executed from the header fields. Finally, the packet will be
deparsed using the final state for outputting the message again.

Each parser needs to know the number of fields it contains. Moreover, the size of fields
is defined for the parser to recognise the transitions between the fields. The size of the
header fields is specified in the number of bits used and can be written down in a P4
program.
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2.3 Security

The main security focus in Content-based Publish/Subscribe systems is to secure the
information communicated between the publishers and subscribers. In Pub/Sub access
control and authorization of publishers and subscribersis more challenging due to their
decoupled nature. Wang et al. [19] have pointed out security issues being authentication,
integrity, and confidentiality in Pub/Sub systems. Authenticity in information security
stands for verifying the identity of parties involved in the network. Integrity in infor-
mation security is preventing the injection of other data by attackers. Confidentiality is
needed to ensure that valuable information of Pub/Sub communication is private. Wang
et al. [19] introduces the challenge of protecting the security of the data while having
content-based routing and the decoupled property between publishers and subscribers.
Therefore, confidential event distribution and key management are challenges for design-
ing secure Pub/Sub systems.

To ensure security, encryption is needed in communication protocols. The basic un-
derstanding of encryption is that two parties want to share a secret without anyone else
being able to understand this secret. For generating keys for a cryptographic scheme, a
symmetric key can be generated that both parties use or an asymmetric key in which the
encryption key is different from the decryption key.

In symmetric key cryptography, two parties share a unique key. However, the key
distribution to both parties is rather complex. The key needs to be distributed securely
to the parties that want to communicate with each other without revealing it to a third
party. Moreover, it has more loose access control if encryption and decryption are executed
with the same key.

In asymmetric key cryptography (public key cryptography), a party has two keys
called a private key and a public key. Other users can encrypt a message with the public
key. With the private key, it can be decrypted again due to a mathematical relation cre-
ated between the public and private keys. A party can share his public key to a publicly
accessible server or share it via an unsecured channel with another party. In general, this
scheme is slower than a symmetric key scheme. But the distribution of keys is easier.
Public-key cryptography can be used to ensure confidentiality, like Attribute-based En-
cryption (ABE). ABE is an encryption technique that uses a set of attributes to encrypt
and decrypt the data. It was derived from Identity-based Encryption (IBE) by Sahai et
al. [20]. A user can have attributes, and the user’s secret keys are based on these certain
attributes. Implicitly, The key corresponds to attributes according to some policy rather
than identities. A user can decrypt a ciphertext if his attributes match the access policy
of the ciphertext. Three entities are needed in ABE schemes; users that can encrypt and
decrypt messages and a key authority that generates the master keys and the attribute’s
private keys. The access policy is a collection of attributes and attribute value pairs. Most
access policies have a data structure tree in which the nodes contain logical operators and
the leaves the attributes.

If a cryptographic scheme is used, it is important to define who can create the keys
and how they will be distributed. Key management schemes for CBPS schemes are:
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• Central authority - A central authority can generate and distribute the keys for
the cryptographic scheme. It is a beneficial architecture if a common key needs
to be shared with multiple users. However, the network must trust this external
service to realise this approach.

• Publisher - A publisher can generate and distribute a key needed for the decryption
of his publication. The publisher has full access control of his data. Nevertheless,
it increases the overhead of the publisher, and it can harm the decoupled property
between the publisher and subscriber.

• No key exchange - No key exchange is needed if a cryptographic scheme is chosen
in which no keys need to be exchanged. Public-key cryptography using only public
keys (commutative) does not need management.

2.3.1 ABE

Attribute-based encryption is a cryptographic implementation in which encryption of a
message using a key that is produced of attributes. Decryption in this system is done with
a key that matches these attributes too. This cryptosystem is based on contextual infor-
mation and the identity of certain attributes and was first proposed by Goyal et al. [21].
This paper introduced new asymmetric encryption, namely Key-policy attribute-based
Encryption (KP-ABE). On this basis, Bethencourt et al. [22] came up with a slightly
different ABE scheme which is Ciphertext attribute-based Encryption (CP-ABE).
The idea of ABE is to define access policies of the attributes with Boolean operators;
if the receiver should be interested in ‘weather’ and is a ‘student’ or a ‘professor’, this
can be written as; Weather ∧ (Student∨ Professor). This Boolean formula is an access
policy that should be converted into an access structure. This access structure, mainly
represented as a tree, can be integrated into the ciphertext or the user’s key that decrypts
a message. With key-policy-based ABE, the ciphertext is described using attributes and
the access policy is mapped into a decryption key. Since the policy is used for the private
keys of the key issues, it is called a key-policy scheme. In CP-ABE, it is vice versa; the
ciphertext is described with an access policy and the decryption key uses just attributes.
Since the policy is used in the ciphertext by the encryptor, it is referred to as a cipher-
policy. Therefore, the key generation algorithm defined in ABE schemes uses as input an
access policy for CP-ABE and attributes for KP-ABE.
The expressive, fine-grained access control policies are the main advantage of using the
ABE scheme. It fits the solution of using the SDN since it has no restrictions on the
number of authorised entities, which makes it scalable. The heavy computation overhead
is the main disadvantage of the ABE scheme. Especially the encryption operations take
up a lot of memory and resources. In production, this is a major issue in IoT research.
IoT networks have constrained devices with limited capacity.

2.3.2 Definition of CP-ABE

The CP-ABE scheme is based on four algorithms called Setup(), Encrypt(), KeyGen(),
and Decrypt() [22]. The structure of these algorithms is as follows:
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Setup()
Input: given a security parameter (S)
Output: a master secret key (MSK), a public key (PK) and public parameters

KeyGen()
Input: users attribute (Att) taken from the universe of attributes A
Output: decryption key for the user (SKAttr)

Encrypt()
Input: access policy (AP), message (M) and the public key (PK)
Output: ciphertext (C)

Decrypt
Input: ciphertext (CM), access policy (AP), the decryption key (SKAttr)
Output: message M only if the attributes of the decryption key (SKAttr) satisfy the access
policy (AP) of the generated ciphertext (C)

Each ABE scheme should meet some security requirements, which will be listed:

• Collusion resistance; users cannot share and combine their attributes to decrypt
a ciphertext with an access policy that each user partially has. It can only be
decrypted with the decryption key of one user.

• Data confidentiality; The ciphertext should not reveal information about the plain
text.

• Fine-grained access control; The encryptor should be able to create multiple different
access policies for their data.

• Policy updating; The encryptor should be able to update their access policies for
the encrypting algorithm efficiently.

• Attribute revocation; If a decryptor does not have some of its attributes anymore, it
should not be able to use old keys with these attributes for decryption in the future.
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3 Related works
Much work has been done on Pub/Sub systems in recent years. Some of these works
even focused on securing Pub/Sub systems. However, due to the upcoming networking
paradigm SDN, new opportunities have been introduced for these researchers. Some re-
cent works have looked into Pub/Sub systems integrated with SDN. This chapter will give
a literature review on different research topics organised and discussed in the following
sections.

3.1 Content-based pub/sub

Various literature presents approaches to implementing Pub/Sub broker-based systems
with content-based filtering and routing of events [5–7]. Brokers collect from the sub-
scriber’s interests and design routing tables to satisfy the matching. More recent work
focused on broker-less Pub/Sub systems, called peer-to-peer systems. These systems do
not have a logical intermediary, but the publishers and subscribers handle forwarding.

The Scalable Internet Event Notification Architecture (SIENA) from Carzaniga et
al. [7] is an example of a Pub/Sub-system capable of content-based routing. The sys-
tem makes subscription spanning trees filter events to brokers that do not host interested
subscribers. Shi et al. [5] introduced a topic-based solution for Pub/Sub systems. Since
content-based Pub/Sub allows expressive defined subscriptions, it is a favourable solution
for the routing scheme. Most content-based Pub/Sub systems work has focused on a good
performance and achieving scalability [6]. However, these solutions use brokers attached
to the network for performing filtering. This extra layer between the publisher and sub-
scriber imposes a delay since an event must go via the broker to match against installed
filters. None of these papers looked at a solution on the network layer that filters events
and dispatches on the path. Srivatsa et al. propose Eventguard, an overlay network over
a SIENA Pub/Sub system [8]. It uses the same in-network matching operators as SIENA.
Nonetheless, this solution creates an overlay network that suffers from performance issues.

3.2 Security for content-based pub/sub

For developing a secure content-based Pub/Sub system, many works focus on the issues
of confidentiality and privacy [12, 14, 23–26]. Ensuring confidentiality imposes new chal-
lenges in encrypting the data, routing this encrypted data in the system, and maintaining
a key management system. For symmetric key encryption, a single key is needed; The
one key solution is faster than asymmetric-key encryption since only one key needs to
be generated and maintained for sender and receiver. Chen et al. [27] use symmetric en-
cryption to implement content-based routing supporting range filtering. Every subscriber
has a symmetric key. This key is then hashed in a one-way hash function to prevent
brute force attacks. The main disadvantage is that range filtering using a shared key
is vulnerable to plain text attacks, given that x greater than y is the same as x plus k
greater than y plus k. In adaption to Chen et al. [27] proposed solution, Li et al. [28]
propose a prefix-preserving encryption scheme that uses symmetric encryption but uses
prefix filtering instead of range filtering. Content-based filtering needs fine-grained fil-
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tering based on the event’s content; using the solution from Li et al. confidentiality is
preserved against eavesdropping and to achieve range and prefix filtering. They propose
a geometric representation of the prefix-preserving encryption function, in which each
non-leaf node specifies a binary variable of the plaintext tree. So applying the encryption
function on a plaintext tree results in rearranging the tree into a ciphertree. Raiciu et
al. [29] use symmetric encryption by performing keyword matching using Bloom filters
and supporting range matching using dictionaries.

The publishers and subscribers share security parameters to hash their messages. Key-
words are divided into fixed-sized strings called words. When a subscriber is interested in
a keyword, it sends the indices of the matching words hashed as a subscription. Publishers
set the words in its publication to the value one using a dictionary data structure. Brokers
use bloom filters to insert the received hashed words and send the events to interested
subscribers. These bloom filters support equality filtering, fixed-sized range matching
and keyword matching, which could be more granular to define the content expressively.
In those mentioned above, symmetric key solutions require sharing a secret key between
publishers and subscribers. Knowing the loosely coupled property of Pub/Sub systems,
these solutions are not desirable.

Nabeel et al. [26] use a public key cryptosystem by Paillier. The authors use this
cryptosystem to encrypt each attribute of an event. Subscribers have an extra step by
multiplying their interest with value -1 before encryption. Using the Paillier homomorphic
property, E(M1)

.
= E(−M2) = E(M1 − 2). A broker will have multiple attributes of

an event with the subscription. Decrypting E(M1) or E(M2) can perform range filtering
while not knowing both values of M1 and M2. However, this Pub/Sub system can only
match equality.

Anusree et al. [12] ensure confidentiality, authentication, integrity and non-repudiation
in the broker-less publish/subscribe service using the elliptic curve identity-based sign-
cryption. This variant of IBE performs the encryption function and digital signature. The
security depends on the elliptic curve discrete logarithm problem, making the keys smaller
and, therefore, less computational cost and communication cost than non-EC cryptogra-
phy. The publisher can decide who should or not access their data. However, no routing
mechanism or matching schemes describe how the events are disseminated.

More literature can be found on functional encryption. Functional encryption is a
public-key encryption scheme that uses different decryption keys, allowing users to learn
the encrypted data’s specific functions. Techniques applied are versions of ABE and IBE.
In Tariq et al. [14], they design a broker-less content-based Pub/Sub system by using
ABE to ensure security in the Pub/Sub. They introduce fine-grained key management in
this approach. Anusree et al. [12] have a solution in which filtering is done by subscribers
instead of intermediate brokers. In literature, this is called broker-less solutions in which
publishers and subscribers organise themselves forming an event overlay [14]. Maithili
et al. [13] follow Tariq et al. [14] in this approach to use a broker-less Pub/Sub system
and construct a secure system by using a fuzzy variant of identity-based encryption. Sri-
vatsa et al. [8] use ABE in their solution; however, they distinguish between insensitive
and non-sensitive attributes. Sensitive attributes will be encrypted, and non-sensitive
attributes will be used for routing the events via the brokers. This weaker implemen-
tation of confidentiality reduces the number of keys but will not work in all use cases
if all the data is defined as sensitive. Ion et al. [23] uses attribute-based encryption in
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the variants KP-ABE and CP-ABE to support confidentiality-preserving content-based
forwarding. Combining multi-user searchable data encryption for matching events with
interests supports advertisement and subscription privacy. However, sharing private keys
between the publisher and subscriber is not met.

Scalable key management must be met to ensure the use of encryption techniques
by the publishers and subscribers. Keys must be disseminated while keeping the loosely
coupled property between publishers and subscribers. Most of the papers [23, 24, 28–30]
rely on a third party to maintain the keys and disseminate information. Yoon et al. [31]
propose a fully distributed solution to key management implementing Shamir’s secret
sharing scheme. This scheme supports the distributed solution by sending the secret
into multiple pieces into the network. When subscribers have the appropriate number
of pieces, they can know the secret value. Unfortunately, the support for using sensitive
data for expressive content-based routing is lacking in this solution.

While the paper, as mentioned earlier, focuses primarily on information security at-
tributes, confidentiality, integrity, and authenticity, more security issues can occur. In
Dahlmanns et al. [32] is argued that the security in the pub/pub system is strongly tied
to the security of the brokers mediating all data flows. They introduce two attack vec-
tors on the Pub/Sub communication. First, a misconfigured broker in which an attacker
could inject commands into the communication flow and, second, the malicious/compro-
mised broker is not a trusted entity that violates confidentiality. They introduce five
requirements for a Pub/Sub system to mitigate the introduced attack vector. Firstly,
confidentiality, integrity and authenticity need to be ensured. In addition, the detection,
dropping, and duplication of messages need to be notified by the subscribers, the system
should be designed in a deployable manner, and no significant communication latency and
data latency must occur.

3.3 Content-based pub/sub using SDN

The literature mentioned above is distributed Pub/Sub systems supporting content-based
routing between publishers and subscribers. However, the systems solutions are imple-
mented in the application layer. Application layer solutions cause poor performance com-
pared to communication protocols in the network layer. Koldehofe et al. [10] expose this
problem and state that content-based routing implemented on the network layer would be
highly effective; the routing is more bandwidth efficient, and the routing could perform
line-rate forwarding of packets. They show that the SDN provides an abstraction for
configuring the publish/subscribe middleware. By mapping the matching process of the
pub/sub system with the OpenFlow entries, a controller can disseminate routing informa-
tion to the switches in an SDN. The paper of Tariq et al. [4] introduced a content-based
middleware network layer solution named PLEROMA.

The controller establishes a communication channel between the hosts, and events are
forwarded to the network layer. Zhang et al. [11] argue that there is a more fundamental
study of SDN that will benefit the Pub/Sub-system implementation. They introduce the
upcoming networking paradigm SDN and the impact on Pub/Sub-middleware solutions.
They propose separating the traditional roles of the publishers and subscribers to fulfil
the requirement to separate the data and control plane in an SDN. The control plane
with the advertisements and subscription roles. The data plane with the publication
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production and consumption role. Moreover, Bhownik et al. [15] assessed the solution of
content-based Pub/Sub middleware from Tariq et al. [4] very extensively, making it one
of the most modern middleware implementations using the SDN approach.

In all the literature mentioned above, [4, 10, 11] are using the OpenFlow protocol
1.0 in which the flow rules are a one-to-one communication rule, and no multicasting is
implemented. These flow rules can fill up a flow table quite fast. Hung et al. [33] uses the
OpenFlow 1.3 protocol to introduce multicasting, which reduces the flow table size and
involves no extra multicast switch or multicast addresses.

These works show significant steps in implementing Pub/Sub systems in the network
layer. Some Pub/Sub systems are designed to work with the new SDN paradigm. How-
ever, the previous works focus more on efficiency than on the security of such implemen-
tations. To secure Pub/Sub systems, many security solutions have been designed [34].
The next section will elaborate on secure implementation for CBPS using SDN.

3.4 Security for content-based pub/sub using SDN

Using the decoupling property of SDN to separate the control plane and data plane raises
the level of decoupling and can introduce powerful functionality. Zhang et al. [11] present
an SDN-like Pub/Sub model which borrows properties from SDN. They separate the role
of the Pub/Sub model. They deliver an architecture of a logically centralised pub/sub
controller that can be implemented on top of an existing Pub/Sub-engine. This paper ad-
dresses the new design SDN brings along for message-oriented middleware. However, no
security guarantees are introduced. Pub/sub systems that use brokers for communication
cause a significant impact on bandwidth costs. Tariq et al. [4] designed PLEROMA which
is an SDN-based high-performance Pub/Sub middleware, and evaluated this middleware
solution. Hungyo et al. [33] introduce an SDN-based implementation of Pub/Sub systems
using OpenFlow. The solution entails a better implementation of the traditional IP multi-
cast, namely OpenFlow multicast. However, this paper’s solution is based on IP-level port
forwarding rules and IPv4 addresses; security mechanisms are not discussed. Wernecke et
al. [3] uses P4 programming language to define their solution in the data plane using pro-
grammable switches. The solution introduces a hybrid approach using forwarding rules
in the switches and routing information in the events. Security mechanism remains not
discussed.

The literature content-based routing for a Pub/Sub system over a SDN is rare; consid-
ering security by designing such systems is less focused on. Most of the literature focuses
on OpenFlow implementations and does not consider the benefits of a programmable data
plane using the P4 language. To fill this literature gap, there is a need to analyse security
mechanisms in a Pub/Sub-system model that allows in-network event dissemination over
software-defined networks.

19



Securing Pub/Sub systems using SDN December 22, 2022

4 Problem Statement
Due to the loosely coupled property of SDN, the Pub/Sub-system is a great communi-
cation protocol to integrate into the implementation of SDN. Most of the literature has
been focused on the scalability and expressiveness of such a Pub/Sub model in SDN.
Nevertheless, less focus is set on the security of such an implementation. In an ideal
world, switches in SDN would be trustworthy compared to the traditional broker-based
Pub/Sub middlewares. However, in a more realistic model, the switches in the network
are not trusted, and the dissemination of the published event cannot be labelled as se-
cure. Providing subscription confidentiality in a Pub/Sub system without weakening the
decoupled property is still an open issue [14].

This thesis aims to evaluate the implementation of security mechanisms in Pub/Sub
systems using SDN architecture. To reach this aim, some secondary objectives need to
be met. The first objective is the understanding of the security goals in the Pub/Sub
model using SDN. The second objective is to propose a new approach and design for this
Pub/Sub model. It should provide confidentiality of publications and subscriptions. This
approach includes a mechanism to match (encrypted) events with (encrypted) filters for
event dissemination. Furthermore, the security implementation should strive for a key
management system that manages the keys of publishers and subscribers without losing
the decoupled property. These security mechanisms must be efficient and should not sig-
nificantly burden the network or cause too much overhead. Therefore, this thesis will
analyse the impact of the security mechanisms on communication for the overall imple-
mentation.

Research question: Can an SDN provide secure content-based Pub/Sub communica-
tion without weakening the decoupled property? Is it possible to route encrypted events
from a publisher to a subscriber? And finally, what are the trade-off of implementing
security mechanisms in a content-based Pub/Sub-SDN scheme?
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4.1 System model

Figure 7: System model of the Pub/Sub using SDN

The system model introduces a Pub/Sub system using an SDN that can be seen in Figure
7. It illustrates the component’s control plane (blue), the data plane (purple) and the
publishers and subscribers (green). The control plane has the components controller and
the Key manager. The controller keeps track of the advertisements and subscriptions
while the Key manager functions as the trusted authority (TA) needed for public key
encryption schemes. The data plane has all the switches integrated into the architecture.

4.2 Threat model

Following the literature, concerning the security of such models [35], the assumption is
that the control plane is fully trusted. The switches in the data plane are assumed to be
honest but curious. The switches will route the events following the flow tables honestly,
but are also curious and try to infer information from the events by eavesdropping on
messages and learning about the content of the events or filters. On the other hand,
the centralised controller is fully honest and will not be a curious party. The publishers
and subscribers will stay within their roles and follow their protocols. However, they are
curious about other data that can break the subscribers’ privacy and will collect more
information if possible. The communication paths between these end-users and the control
plane are assumed to be secure.

We consider the following threat model:

• Honest but curious publishers that are hosts to the SDN network.

• Honest but curious subscribers that are hosts to the SDN network.

• Fully trusted controller, including centralised key management.

• Honest but curious P4 switches.
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4.3 Design goals

To set our security goals for the privacy-by-design implementation of the pub/sub sys-
tem, confidentiality, integrity and authentication regulations need to be analysed. The
first goal is that subscribers only accept events that authorised publishers have produced.
Secondly, the goal is to prevent unauthorised subscribers from revealing information con-
tent if the interest does not match the access policy. To preserve the decoupled property
between publishers and subscribers, they should refrain from communicating with each
other directly or knowing their location or identity. The security goals are summarised as
follows;

Security Goals:

• Publication confidentiality; the secret of a published event can not be known by
non-authorised subscribers, even if they have an interest that matches the published
event.

• Subscription confidentiality; The interest of a subscriber should not be known by
other subscribers, publishers, switches, or outsiders.

• Integrity; unauthorised parties cannot modify or delete the event’s content.

• Publication authentication; Only authorised publishers can publish an event in the
system.

• Subscription authentication; Only authorised subscribers will receive and decrypt
events.

It is crucial to have a secure model. However, the scalability efficiency of the network
should be maintained. For example, a model will not be scalable if the model’s keys are
dependent on the number of subscribers. Moreover, the communication costs are high if
the switches have to communicate with the controller in every step to process a subscrip-
tion or route an event. Therefore, the efficiency goals are summarised as follows;

Efficiency Goals:

• Communication overhead; The number of messages exchanged for key management
should not be too high.

• Computation overhead; The keys’ computation, generation, and forwarding should
be as low as possible. Publishers and subscribers can have limited computation
capabilities.

• Usability and scalability: The designed system should support expressive publica-
tions and subscriptions, while the control plane can handle incoming requests.
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5 Design
The following chapter will explain and highlight designs that could be implemented to
pursue the security goals for the Pub/Sub system implementation in SDN. After consid-
ering different design alternatives, only one final design is proposed to scope the project
in Chapter 6.

5.1 SDN configuration

In Chapter 4 ‘Problem statement’, the new architecture for the Pub/Sub communication
model is illustrated in Figure 7. The SDN replaces the broker functionality, and instead,
there is a central control plane that allows for central key management. However, what
type of switches are used and how the events for advertisement, subscription and publi-
cation are expressed will be detailed in this chapter.

5.1.1 OpenFlow versus P4 switches

Using the OpenFlow (OF) standard in switches has enabled the decoupling of the data and
control planes. OF is therefore widely supported in the academic field and industry. In
the work as mentioned earlier by Koldehofe et al. [10], the authors focus on content-based
filtering in Pub/Sub middlewares from middleware boxes to OF switches for line-rate
filtering. However, implementing OF as the communication protocol for the data plane
results in predefined pipelines and non-flexible packet header parsers and matching.

Alternatively, packet headers can be created using programmable P4 switches to in-
terconnect the publishers and subscribers. Creating new packet headers allows for more
expressiveness and options to route events. Importantly, distribution trees of subscribers
can be encoded in the header. Therefore no controller information is needed to forward the
packet [36]. This decision is crucial for the rest of the proposed solution model since the
routing possibilities depend on which headers contain routing information and whether
potential new headers require a new design of the parsing pipeline.

5.1.2 Expressiveness of subscriptions and publications

A publisher’s goal is to publish content as an event message, while the subscriber’s goal
is to receive the events it is interested in based on the content. However, the expres-
siveness of the content presents a challenge to the matching process. In literature [10],
flexible attribute/values pairs are represented as < name, value >. An event is a set
of attribute-value pairs, e.g. [< energy, 200 >, < price, 20 >]. The set could also be
extended with an extra comparison operator (<,>,=,= / =,≤,≥), which results in a
representation < name, value, operator >, e.g. < energy, 200,′<′>. For subscribers to
receive events, they need to register their interest within the data plane through a filter.
A filter can be written as a logical expression of predicates between attribute values, e.g.
filter = [energy < 150 & energy ≥ 50]. Possible combinations of matching subscription
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interests and advertisement access policies are shown in Table 1.

Publisher Subscriber
Attr1, Attr2 Attr1 and Attr2
Attr1 and Attr2 Attr1, Attr2
Attr1 = 5 Attr1 <10 or Attr2 >13
Attr1 <10 or Attr2 >13 Attr1 = 5

Table 1: Combinations how a subscription interest and advertisement access policy can
be configured

After expressing interests and publications using attributes, the attributes need a
mapping to the packet header fields of an event. An event consists of a payload with the
actual data and packet header fields, which allows for the insertion of routing information
that the switches in the data plane will read.

PLEROMA solution from Tariq et al. [4] uses an event space to express the content
of the subscription’s interest and advertisement’s access policy. Event- and subscription
data is defined with the decomposition space in the PLEROMA middleware. PLEROMA
defines the whole n-dimensional event as ε in which the event exists. Figure 8 shows an
example of such an event space. The binary representation of this space is called a DZ
and can indicate the event subspace to which an event belongs or in which a subscriber
is interested.

Figure 8: Decomposition of an example event space of two attributes A and B using the
definition of PLEROMA [4]

The main advantage of DZ strings is the covering relationship for prefix-based routing.
A short DZ can cover a long DZ if the shorter DZ is a prefix of the longer DZ. For
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example, theDZ_a= 0 coversDZ_b= 01 andDZ_c= 1010 coversDZ_d= 101010101.
Moreover, the DZ strings are granular, which makes it a very expressive solution for the
expressive content-based model. The only limitation is the event space range maximum;
The maximum range size depends on the implementation in the code.

Pub or Sub A B Raw DZ final DZ
Sub 1 50-75 50-75 {100, 110} && {010,011,110,111} {110}
Sub 2 50-75 50-75 {100, 110} OR {010,011,110,111} {100,010,011,110,111}
Sub 3 0-100 70 {0, 1} && {110} {110}
Sub 4 0-100 70 {0, 1} OR {110} {0,1,110}
Pub 1 40 40 {001} -
Pub 2 35 80 {011} -
Pub 3 90 80 {111} -

Table 2: Examples of attribute values and the final DZ string based on the event space
in Figure 8

Table 2 shows a publisher or subscriber interested in attributes A and B but with
varying ranges. Column ‘Raw DZ’ translates these spaces into a DZ string following the
event space in Figure 8. To deliver an event from Publisher 1 (Pub 1) shown in Table 2, all
subscribers mapped to these subspaces should receive the event. Subscribers subscribed
to subspace {001} should receive the event, and subscribers interested in the subspaces 00,
0 and ε. When more attributes are defined in the network, the event space becomes more
extensive; therefore, scalability is a concern. Tariq et al. [14] defines an alternative for this
problem by creating event spaces for each attribute separately. Therefore, every attribute
will have its decomposition tree and thus, its own DZ string. Figure 9 shows two possible
representations of how the events space can be mapped to the binary representation. In
Figure 9a, a one-dimensional example represents an event space for a single attribute,
while in Figure 9b an event space for two attributes can be seen. With these designs, the
filtering will be more fine-grained on each dimension when the binary string gets longer.
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(a) Event space indexing with one dimension

(b) Event space indexing with two dimensions

Figure 9: Content representation using spatial indexing with en event space ε

While converting events and filters into a DZ string that can be used for prefix-based
routing is highly beneficial, it is not a secure routing design if the DZ space is publicly
known; the length of the DZ string can say something about the granularity of the interest
or publication. This information leak can be prevented if the controller only knows the
event space. However, an anonymous event space requires sharing the event space with
every subscriber and publisher if they want to send or receive an event. Hence, private
event spaces can cause much overhead for the controller.

5.1.3 Data plane and control plane limitations

In the data plane, a filter’s expressiveness also impacts the system model’s bandwidth
efficiency. The bandwidth overhead increases if a published event is sent to a subscriber
who is not interested. Therefore, it is essential to use effective routing to prevent needle
bandwidth increases in the network and a bad design would increase the communication
overhead. In addition, flow entries and tables are limited. In one clock cycle, switches can
perform line-rate forwarding using its Ternary Content-Addressable Memory (TCAM).
However, switches using TCAM are limited by a maximum of 150.000 possible entries [10].
In addition, each flow entry individually has a limited number of bits available to express
matching rules.

In the control plane, the controller needs to process all the events of publishers and
subscribers in the system and react to them by installing or modifying flow rules. A con-
troller can only process one incoming event simultaneously to preserve consistency and
can not deal with a lot of computation overhead. The controller overhead will greatly
increase if the proposed system model involves controller communication in every event.
Therefore, preventing the controller’s involvement in every event would be favourable

26



Securing Pub/Sub systems using SDN December 22, 2022

while designing the solution.

5.1.4 Routing

Besides securing the data, it is also essential to efficiently forward events from the publish-
ers to certain subscribers based on the advertisements and the subscriptions. Forwardig
rules are installed on the OpenFlow switches to forward events in the data plane. How-
ever, the security aspect in the routing schemes and the benefits of P4 implementations
require re-evaluating the forwarding of events.

A simple solution of content-based routing is flooding. Flooding is a broadcast pat-
tern; a published event is flooded to all the subscribers. Unfortunately, flooding creates
much overhead, and subscribers receive events that they are not interested in. Unwanted
events subscribers receive, increase the false positive (FP) rate enormously. Moreover,
the decryption cost will increase if the subscriber will decrypt every received event.

IP multicasting is seen as a better approach to content-based routing than flooding.
It is a communication pattern in which a single event can be sent to a group of receivers.
Multicasting with only one multicast group with all receivers can be seen as the broadcast
pattern. Multicasting is a good solution for topic-based communication in which one
multicast group is defined for each topic. Content-based interests are more expressive and
will not fall into static multicast groups. In other words, any combination of subscribers
could be possible for each event due to the expressive nature of the subscriber’s interest.
Many multicast groups should then be established to cover all combinations in more
extensive networks. Depending on the design decision where these multicast trees should
be stored, it can take a lot of storage space in, for example, a switch. Moreover, the
switches’ routing table will be overloaded if the flow rule for every expressive multicast
group is defined. As mentioned above in section 5.1.3, an abundance of flow rules is
undesirable due to TCAMmemory limitations [15]. In brief, the drawback of this approach
for content-based filtering is limited scalability and complexity of management.

The DZ expressions solution uses this multicast approach by translating the DZ ex-
pressions into IPv6 multicast addresses. The covering relationship of DZ realises multi-
casting. However, honest-but-curious switches can see the plain DZ expressions as binary
strings revealing information. A randomization design could help to make the plain DZ
expressions less obvious. Design examples could be shifting the string between switches,
multiplying it with a secret binary string, or creating a randomize function. This design
aims to make the switches less knowledgeable while the events will be forwarded using
the correct forwarding rules. Securing the content-based routing will be discussed further
in the next section.

5.2 Security

Providing secure communication must be achieved in multiple ways. The message content
from a publisher to a subscriber should be secured, and the message needs to be matched
and forwarded securely. It is important to know how the publishers and subscribers re-
ceive keys, what kind of cryptography scheme and key management is suitable, and how
to securely the routing events from a publisher to a subscriber.
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5.2.1 Secure communication between the pub/sub and the controller

Publishers and subscribers are hosts of the SDN network. No direct connection to the con-
trol plane and controller is set by default. This scope makes it difficult to authenticate the
publishers and subscribers and receive keys from the trusted authority. In an unsecured
Pub/Sub SDN, a publisher can send a new event in the data plane; if the switches do not
have a rule for this event, they will send it to the controller. The communication flow of
this situation can be seen in Figure 10 inside the SDN. This use case has been elaborated
in multiple studies on Pub/Sub communication on SDN [4, 10, 11, 15, 33]. In a secure
Pub/Sub communication, the publisher and subscriber first need to obtain keys from the
key manager before secure communication is possible. If the key manager is situated in
the control plane, a secure channel should be established between each publisher/sub-
scriber and the control plane. No plain keys can be sent via the SDN to maintain the
secure communication. This secure communication channel, visualised with a red arrow
in Figure 10, allows an authentication protocol or a key exchange between the controller
and the publisher/subscriber.

Figure 10: Communication possibilities for the publishers and subscribers with the con-
troller. The red communication line is outside the SDN network.

5.2.2 Key management

A suitable key management for this solution is a central key authority. The solution
architecture uses SDN, so a central authority is already incorporated into the network.
Moreover, if the publisher is responsible for distributing the keys, it can conflict with
the decoupled property between the publishers and subscribers. In a CBPS model, every
publication event can have different interested subscribers, which makes key management
challenging. One idea is to create subscriber groups and assign a group key to the group
subscribers. This static approach can lead to managing up to 2n keys, where n = sub-
scribers, since each publication event can go to a different group. All keys are generated
by the key manager, disseminated by the switches and managed by the controller. As-
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signing keys to different subscriber groups is not scalable when the number of subscribers
increasesand not a solution for the dynamic nature of a CBPS model [37].

Another solution for key management is to encrypt each event using individual sub-
scribers’ keys. Since the event is encrypted with only the desired subscriber’s key, this
option is secure. However, it will weaken the decoupled property between the publisher
and the subscriber since the publisher needs to know the key of the receiving subscribers
and is not scalable.

A better approach would be to generate keys based on specific properties, such as
attributes, so the solution does not depend on the number of subscribers. An example of
an attribute-based cryptography scheme is ABE. Since attribute-based schemes the user
can create his key using its attributes, sharing keys is not challenging anymore. However,
if the user is not authorised anymore by the system to have the key, key management is
needed to support key revocation.

5.2.3 Event encryption

Encrypting the payload of the message ensures information confidentiality. The easiest
solution would be to encrypt the message on the publisher side and send it via the switches
to the subscribers, who can decrypt the event on their side. There is a need for a design
that allows authorised subscribers to decrypt events without contacting the source pub-
lisher for keys.
Foremost, the encryption key that the publisher needs for encrypting its event should
be decryptable for the interested subscriber. Since this implies fine-grained data access
control over encrypted data, an Attribute-based encryption scheme would be well-suited.
The expressive, fine-grained access control policies are the main advantage of using the
ABE scheme. In addition, ABE scheme fits the SDN solution since it has no restrictions
on the number of authorised entities, which makes it scalable. However, there are many
options within ABE schemes. Choosing the KP-ABE scheme allows the key issuer in our
solution, i.e. the controller, to define an access policy. On the other hand, when choosing
CP-ABE, the responsibility of defining access control lies with the publisher. In addition,
different implementations of both schemes exist.

The heavy computation overhead is the main disadvantage of the ABE scheme. Espe-
cially the encryption operations take up a lot of memory and resources. This overhead is a
significant issue in IoT research, where IoT devices are constrained with limited computa-
tional and memory capacity. The variation in ABE schemes implementations is extensive,
each having its optimisations and specific use cases. However, optimising the choice of
ABE scheme for the proposed solution model falls outside the scope of this thesis; as a
proof-of-principle, the original ABE scheme will be assessed [22].

Importantly, only authorised subscribers and publishers can send events to the network
in the proposed solution model. For generating key pairs for publishers and subscribers
without sharing keys, Identity-based Encryption is a promising solution. With IBE, any
identifier which is unique to the user can be used as a public key. The main disadvantage
of this encryption design is that the publisher should know the ID of the subscribers to
perform the encryption, and subscribers should know the publisher’s public key to de-
crypt. Knowing each other’s ID compromises the loosely coupled nature of the Pub/Sub
system. An improved design would involve the controller handling the authorisation; the
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controller knows its network and does not have a decoupled nature with the publisher
or subscriber. The controller will then reject an advertisement or subscription event if
the subscriber or publisher is unauthorised by the controller. An authorisation design
is, therefore, essential and helps with access control in the network. A disadvantage of
centralised entity is the single point of failure.

5.2.4 Secure routing

Routing events in the data plane is done by looking at the packet header fields of the
event. These headers can be standard fields, e.g. the EtherType header or IPv4 header,
or customised headers, e.g. P4, where new headers can be added. However, since content-
based routing reveals information about the content, information confidentiality should be
protected when forwarding events. For example, if a binary string is used for forwarding,
which reveals multicast group information, a hashed version could be used in the data
plane. The controller must oversee this mapping and install suitable flow rules. A more
secure design will be if there is a distinction between subscription groups, defined by the
controller, and local subscription groups, installed in the switches. Local subscription
groups can result in the anonymity of the actual groups, which the controller oversees.
For the routing a randomization function can be made. Likewise, a change to the packet
header field could be made every time it leaves an output port of the switch to a new
switch.

5.2.5 Decrypting events

The subscriber will decrypt events it receives. The efficiency of decrypting events de-
pends on the design of the system model. If the subscriber receives an event, it will try
to decrypt the event’s payload. However, the subscriber can have many saved keys and
multiple subscriptions. The naive solution would be to try all the keys the subscriber
owns and see if one succeeds. If the event does not match the subscriber’s interests, the
decryption calculations are unnecessary. For example, if flooding is used for routing the
events, many false positive events will reach the subscriber leading to many unnecessary
decryption attempts. A more fine-grained approach is applied when an event is delivered
to a certain cluster. However, it depends on the clustering method of these groups if the
received event is an event the subscriber is interested in. Overhead can be created if a
subscriber needs to decrypt many messages in which it is not interested or when it needs
to try many keys. The most effective design would lead to the subscriber-only receiving
events of interest and knowing what key to use for decrypting the payload.
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6 Solution
The CBPS model using SDN is proposed in this chapter based on the design consider-
ations described in Chapter 5. First, the model architecture is described. Second, the
cryptographic setup is explained; the solution uses CP-ABE to secure the publishers’ data.
Finally, content-based Pub/Sub communication over SDN needs secure routing, which is
explained in the routing section.

6.1 Model architecture

6.1.1 System model and entities

A new system model is proposed for securing a content-based Pub/Sub-system over a
SDN. In this system, the traditional roles of the publisher and subscriber are split into
advertisers, producers, interest managers, and consumers, respectively [11]. The advertis-
ers and interest managers will operate in the control plane of the SDN, while the producer
and the consumer will be connected as hosts via the SDN. For implementation purposes,
the definitions ‘publisher’ and ‘subscriber’ will still be used for the producers and con-
sumers. The functions of advertisement and subscription will fulfil the roles of advertisers
and interest managers. In an extension of Figure 7, a simplified overview of the system
model can be seen in Figure 11 where the control plane (blue), the data plane (purple)
and the publishers/subscribers (green) are visualised. These publishers and subscribers
can interact with switches from the data plane.

Figure 11: The new system model of the Pub/Sub using SDN

The solution entails a secure connection between the publishers/subscribers, the con-
trol plane, and its key manager. This connection is required for the authentication step,
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which will be explained later. This design is chosen to maintain loosely coupled commu-
nication of the CBPS system.

In our system model, we have the end devices, which we call publishers or sub-
scribers. The publishers and subscribers are denoted by P = {P1, P2, . . . Pn} and S =
{S1, S2, . . . Sn} , respectively. These publishers and subscribers are connected to the
switches in the data plane. Packets flowing through the data plane are called events, and
the source of this event can be the publisher, the subscriber or a reply from the controller.
A subscriber can only send a subscription to the controller, which we call a subscription
request. A subscriber first needs to send out a subscription before receiving any messages.
On the other hand, a publisher must send an advertisement before it can send publica-
tions. The first communication step with the controller is needed because the controller
does not know the publisher’s and subscribers’ attributes by default.

A subscriber can be interested in multiple subscriptions, and a publisher can send
multiple advertisements. Moreover, subscribers can have overlapping subscriptions with
other subscribers and the same holds for an advertisement. Publishers and subscribers
are unique and have a unique identity (ID).

6.1.2 Attribute space

To design the model, the definition of the attribute space is needed. Publishers can ad-
vertise and publish. Subscribers can consume the data and can subscribe. Both need a
formal definition of how they can express their publication and interest. The proposed
solution is based on the following structure for the publication and subscription data:

Attribute - An attribute attr_0 is a < name > with the name being a string which
should be unique. The simplest form is to match the attribute string, e.g., attribute is
"Student".
Attribute value - An attribute value < value > with value being an integer or string. The
attribute value belongs to an attribute name, e.g. "Course, CS".
Attribute pair - An attribute pair looks like < name, value, operator > with the name
being the attribute name, value the attribute value and the operator a chosen comparison
operator from the set (<,>,=,= / =,≤,≥).
Interest - An interest is a Boolean expression of attribute pairs and attributes concate-
nating by the Boolean operators ∧ and ∨, e.g. attr0 = 5 ∧ attr1, > 100.

In the attribute space definition, expressiveness is defined as how fine-grained content
can be. An attribute alone is less expressive than an attribute pair.
For the cryptographic protocol described in section 6.2, a monotonic access tree is needed
for encryption. The monotonic access tree has leaves which represent the attribute pairs
or attributes. These attributes (pairs) are connected in the tree with inner nodes that
function as Boolean operators ∧ and ∨. The formal definition follows:

Monotone Access Structure. Let A = {attr1, attr2, . . . attrn} be a set of attributes. In
set Γ = 2(attr1·attr2·attr∗), for ∀M,N : if M ∈ A and M ⊆ N , then N ∈ Γ, we say Γ is an
monotonic access tree.
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Figure 12: Example of a policy and an interest

In Figure 12 you can see an example of an access policy of the publisher and the
interest of the subscriber.

6.2 Cryptographic protocol

In the proposed model, the concept of ABE is used, which was first introduced by Shai
et al. [20]. This ABE scheme is used instead of IBE since the publisher cannot know the
identities of the interested subscribers beforehand. The ciphertext and keys are labelled
with attributes in the ABE construction. A key can decrypt a ciphertext if at least k
attributes match between the key and ciphertext. In Tariq et al. [14], unique ciphertexts
are created using the CP-ABE scheme for each of the subspaces that match with the
event. An example, if publisher P has for attr0 a DZ-string = 00 and for attr1 a DZ-
string= 1, credentials; Cred( attr0, 0), Cred( attr0, 00), Cred( attr1, 1) should be obtained.
Publisher P can then encrypt its event separately with the given credentials and put this in
the event’s payload. However, this has the disadvantage that a publisher should duplicate
the event as much as his DZ string has subspaces which create overhead. Duplicate events
will cause some flooding of the same event with different encryption policies.

To take advantage of the ABE scheme, the event is encrypted with the full attribute
policy of the publisher. Subscribers will only receive the packet if their interest string
matches with the publisher access policy. This is taken care of in the routing logic. So,
the subscriber can decrypt encrypted events when it matches the publisher’s access policy
which is the purpose of CP-ABE. The original idea of PLEROMA DZ strings will be
used for creating subscriber groups in the proposed solution to create overlapping groups.
However, the original attribute policy without DZ strings will be used for the cryptogra-
phy for the payload of events. This results in encrypting the event once with the access
policy and not multiple times used in PLEROMA.

6.2.1 CP-ABE scheme

The CP-ABE scheme is based on four algorithms called Setup(), Encrypt(), KeyGen(),
and Decrypt() [22]. Some mathematical definitions need to be set to start executing the
algorithm; Let λ be the security parameter and G a bilinear group of order p, where p is
a prime number of at least λ bits. A non-degenerate bilinear map e : G × G → GT will
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be defined and set S ⊆ Zp. For this thesis, the ABE scheme of Bethencourt et al. [22]
is used. This scheme is the same scheme that is used by Tariq et al. [14] for securing a
broker-less Pub/Sub system and is also a widely known CP-ABE scheme that has proven
in literature [13,22,23,38] to help secure CBPS systems.

Definition of Bethencourt et al. [22] follows:

— Setup(λ) : The initialisation algorithm chooses a bilinear group G of order p with
generator g. It chooses a random α and β ∈ Zp, so that the master secret key (MSK) is
composed of (β, gα).

— KeyGen(MSK, S): The KeyGen algorithm takes as input the set of attributes S
and outputs a key that corresponds to that set. The algorithm picks a random r ∈ Zp
and for each attribute j ∈ S it randomly obtains rj ∈R Zp. Then the key is computed as

SK =
(
S,D = g(α+r)β

′
, {D,= grH(i)r, D′ = gr}j∈S

)
.

- Encrypt(MPK, T, M): The Encrypt() algorithm encrypts message M ∈ Gr under
the access policy T by generating polynomials Px for each node x of T .

— Decrypt(CT, SK): The Decrypt() algorithm will be performed recursively. Let T
be the access policy corresponding to the ciphertext (CT), and S is the set of attributes
corresponding to the secret key (SK). Assume that T |= S. Let Y ′ be the set of leaf nodes
of T such that at (y) ∈ S for all y ∈ Y ′. Then for all y ∈ Y ′ defined is i = att(y) and
computed:

e (Di, Cy)

e
(
D′i, C

′
y

) =
e
(
grH(i)ri , gPy(0)

)
e (gri ,H(i)Pu(0))

= e(g, g)rPy(0).

For these leaf nodes, defined is the output of the function DecryptNode(CT, SK, y ) as
e(g, g)rPν(0). Otherwise, the output is defined as ⊥. Then for each non-leaf node z the
output is defined for DecryptNode(CT, SK ,z) as Fz. This value is computed recursively
by looking at the values of its children. By invoking the DecryptNode function on the
root node r, computed is A = DecryptNode (CT, SK, r) = c(g, g)rs. The plaintext M can
be retrieved by computing

ĈA

e(C,D)
=
Me(g, g)ase(g, g)rs

e (hx, g(α+r)/β)
=
Me(g, g)as+rs

e(g, g)(a+r)s
= M

Cryptographic interaction between the components

In Figure 13, the interaction diagram for the cryptographic protocol is visualised. The
controller can execute the Setup() algorithm and the Keygen() algorithm; it outputs
the master private key (PK) and the master secret key (MSK). This key pair sets the
foundation for all the other cryptographic algorithms models using a centralised authority.
The controller is represented as the controller and the key manager in this case. Both lie
in the control plane and have a secure connection. The Setup() algorithm is called once by
the controller. Keygen() is executed for every subscriber that requests a subscription with
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a given interest. Keygen() outputs a secret key that represents the subscriber’s interest.
Encrypt() is executed when a publisher wants to send an event and needs to encrypt the
payload of that event. The publisher has the message M it wants to send, its access policy
A, but it needs the public key from the controller. The output of Encrypt() is a ciphertext
(CP). At last, the subscriber calls Decrypt () for each event it wants to decrypt. For the
Decrypt() algorithm, the input is the received ciphertext (CT), a secret key (SK) that
represents its interest and the public key (PK) from the controller. The output will result
in the plaintext message (M) again or fail when the subscriber’s interest does not match
the access policy (A) of the published event.

Before interaction between the publishers/subscribers and the controller via the data
plane, an authentication step is first executed. This authentication step is done at the
controller, generating a key pair for each authorised publisher or subscriber. This step is
needed to provide secure communication for advertisement and subscriptions.

Figure 13: The overview of the CP-ABE scheme embedded in proposed solution

6.3 Routing

In a Pub/Sub model, advertisement, subscription and publication events must be for-
warded between the entities. Considering the chosen CP-ABE protocols, the following
section will describe the creation of packets and the secure forwarding between the entities.

6.3.1 Packets creation

Three packets will be sent in the data plane for advertisement, subscription and pub-
lication. In Figure 14 the structure of these packets is shown. For this solution, the
EtherType values EtherType=0x9003 and EtherType=0x9004 are used as a reference for
the switches to know the match in the match/action table for parsing the Ether header.
These EtherType values are unused in existing protocols.
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Figure 14: Format of the messages for Advertisement, Subscription and Publication.
The green-coloured messages are from Pub/Sub to the controller, and the blue-coloured
messages are the replies from the controller.

6.3.2 Publisher

Publishers are connected to switch(es). However, their identity has yet to be known to the
key manager. Before creating advertisements and events, a publisher (idem the subscriber)
should execute an authentication step as preparation for the Pub/Sub communication.
The control plane consists of a key manager connected to the controller.

When the key manager knows the publisher, we can define the publisher as authenti-
cated publisher and thus trusted. The publisher is then able to follow the protocols for
advertisement and publication.

Advertisement Procedure:

• Publisher P has a set of attributes/attribute pairs A = A1, A2...An.

• Create an access structure (AP) out of the attributes (A) as access policy (AP) for
message M.

• Encrypts message M = Encrypt(type, ID, AP) with algorithm Encrypt().

• It creates an advertisement packet following the structure of Figure 14 with his
MAC address, EtherType 0x9003 and in the payload message M.

• Send the packet to its connected switch and wait for a response.

• Receive advertisement response from the switch following the structure of Figure 14.
The destination MAC is his own MAC address, and the payload has an encrypted
message.

• Decrypt the payload message with its private key and tries to succeed.

• Has decrypted a random number that belongs to the access policy (AP).
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A diagram of this procedure can be seen in Figure 15. Once the advertisement has been
completed, the publisher can send, as many times as possible, events containing a message
M under the access policy (AP). This procedure is called publication.

Figure 15: The sequence diagram of advertisement

header_type routing_header_t {
random_number: 16;
}

Listing 1: New Pub/Sub header field Definition in P4-14
A diagram of this procedure can be seen in Figure 16, and the procedure steps of the
publication algorithm are described below.

Procedure Publication:

• Encrypt following the encrypt algorithm message (M) using access policy (AP) and
MPK resulting in ciphertext (CT).

• Create a publication packet following the format of Figure 14 with EtherType=0x9004,
the random number as Pub/Sub header and as payload the encrypted message CT.

• Send it to the connected switch.
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Figure 16: The sequence diagram of publication

6.3.3 Subscriber

Subscribers are connected to switch(es). However, their identity has yet to be known to
the key manager. Subscribers must follow the same authorisation protocol as the publish-
ers to be trusted subscribers. See the publisher protocol as mentioned above for the steps.
When the key manager knows the subscriber, it can follow the protocol for subscription
to show its interest. The procedure for a subscriber to create a subscription is described
below.

Subscription Procedure:

• Subscriber S has an interest shown in section 6.1.2.

• It creates a subscription packet following the structure of Figure 14 with his MAC
address, EtherType 0x9003 and in the payload his interest.

• Send the created subscription packet to the controller and wait for a response.

• Receive subscription response from the switch following the structure of Figure 14.
The destination MAC is his own MAC address, and the payload has a decryption
key.

• Decrypt payload message with its private key and tries to succeed

• Stores the decrypted decryption key (SK) concerning the matching interest.

The subscription procedure is executed to receive the decryption key for a giving interest.
A diagram of this procedure can be seen in Figure 17. Procedure Receive is there to
receive events from switches and try to decrypt them using the decryption keys.

Receive Procedure:

• Receive event (E) from a connected switch (SW).

• For every decryption key (SK) subscriber (S) has, try decrypting the payload of the
event (E).

• if successful, obtain message (M).
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Figure 17: The sequence diagram of subscription

6.3.4 Control plane

The control plane consists roughly of a key manager and a controller. The key manager is
a service that manages, distributes and stores the keys. In this section, the key manager
and controller are discussed.

Controller

The system model is based on the PLEROMA solution proposed by Bhowmik [15]. Fig-
ure 18 illustrates the design of the proposed controller, which is two-tiered architecture
including a dispatcher and a configurator. This new solution exposed a P4runtime API
to the controller to control the programmable switches in the data plane:

dispatcher - The dispatcher collects events from publishers and subscribers in the system.
The dispatcher’s role is to serve as an entry point and collects all data plane controller
requests. When a packet arrives at the controller, the dispatcher reads the payload values
and identifies whether it is an advertisement or a subscription. Afterwards, the subscrip-
tion or the advertisement is then forwarded to the configurator.
configurator - receives subscriptions and advertisements and performs network updates
accordingly; Calculations are executed to calculate the relevant area for the installation
and switches. Therefore, it needs to read the current status of the network and decide to
update and make changes to the network to fit the new advertisement or subscription.
P4Runtime API - This control plane software is used in the controller to control the for-
warding plane of the switches. In this proposed solution, we use programmable switches
in the forwarding plane.

The controller acquires a global view of the network which can be used by tools to configure
the network. With this solution, the control communicates with the switches programmed
with P4 in the data plane. This allows for modifications to the flow table during runtime.
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Figure 18: Control plane components overview

Attribute trees

For the proposed solution, every attribute has its range tree in which subscribers that
fit in this range will be stored. The data structure allows for expressive subscriptions,
including the Boolean operator OR, since subscribers can be stored on more than one leaf
node in this tree. The maximum integer value or amount of categories for non-numerical
attributes can be provisioned dynamically. Defining the max value of the composition
tree is not needed using this data structure. Figure 19 shows an example of an attribute
data structure. On the left is an example of a hash map in which the attribute value is
non-numerical. On the right side is an example of a ranging tree in which the attribute
values are numerical.

Figure 19: Data structures used for storing the subscriber’s interest for each attribute. On
the left is a hash map for categorical data, and on the right is a range tree for numerical
data.

The subscriber’s ID is stored as a tuple with a random number. The tuple combina-
tion allows a subscriber to have multiple interests. Multiple interest results in multiple
decryption keys. In the controller, while matching advertisements with subscriptions,
multiple interests from a unique subscriber can be mixed up. If the interest has a unique
ID, this can be prevented.

Spanning tree in the configurator

To embed paths between the publishers and subscribers in a network, a single spanning
tree is made by the configurator of the controller. The spanning trees allow low la-
tency paths between the publishers and subscribers. Finding the optimal path between a
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publisher and the interested subscribers can be seen as an optimisation problem in graphs.

Problem:
Let Graph G = <V, E> a coherent non-directed graph, where E is the set of edges and V
is the set of vertices. Each edge will have a weight. A subset of these edges (E) should be
defined in which all vertices (V) are connected and the sum of these weights is minimised.
This MST is a Minimal Spanning Tree (MST).

For this, the Kruskal algorithm can obtain an MST [39]. The graph would be the network
topology, and the traversed switches are then known as well as the input and output ports
of the switches. In this way, the number of times events are forwarded can be reduced by
optimised routes.

Handling publications and subscriptions

A publisher can send an event following the structure advertisement message in Figure 14.
The EtherType for this kind of message is set to 0x9003, which is an unused EtherType
so far that is used to send an advertisement or subscription. Switches have a standard
flow installed that requires all sent with this EtherType to forward to the controller. The
advertisement algorithm steps can be seen in Algorithm 1. First, the controller decrypts
the payload using its private key. When this succeeds, the controller knows if it is a PUB
or SUB, the ID and the access policy. It checks if the controller knows the publisher by
looking into the list of authenticated publishers. If this check succeeds, it will parse the
policy included in the advertisement. The parsing procedure makes sure it highlights all
the potential subscriber groups and boils down the final subset of subscribers using the
Boolean logic provided in the policy.

When the final set of subscribers is defined that match the policy of the advertisement,
we create a random number and store this random number with the publisher’s ID and
final subscribers set in the list routingLogic. The controller is tracking and updating this
list to know which former advertisement should change when handling a new subscription.

The MST between a publisher and each subscriber in the final subset will be calcu-
lated using the configurator’s main MST. When knowing the efficient path, the procedure
createFlowRules can be executed to send the proper rules to the switches. Finally, the
controller will send this random number created to the publisher via the message format
in Figure 14. In the payload, the encrypted random number will be created using the
public key from the publisher. The MAC address of the publisher can be copied in the
new message and then sent to the data plane.

A subscriber can send a subscription event following the structure subscription message
in Figure 14. The Ether type for this kind of message is the same as the above-mentioned
advertisement message. The subscription algorithm steps can be seen in Algorithm 2. Like
an advertisement, the controller decrypts the payload using its private key. When this
succeeds, the controller knows if it is a PUB or SUB, the ID and the access policy. It checks
if the controller knows the subscriber by looking into the list of authenticated subscribers.
If this check succeeds, it will parse the interest in the subscription. The parsing procedure
for subscription ensures that the subscriber is added to all the subscriber groups to which
it belongs. This subscription is added as a tuple with a random number to ensure the
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Algorithm 1 New Advertisement
Ensure: upon event receive(PUB, ID, AP) do
1: function Advertisement()(...)
2: if ID ⊂ authorised_pubs then
3: subscribers_groups← parsePolicy()
4: subscribers← booleanParser(subscribers_groups)
5: r ← createRandom()
6: routingLogic← add(r, PUB, subscribers)

7: for subscriber in subscribers do
8: subscribers_groups← calculatePath(MST, PUB, SUB)

9: createFlowRules(r, mstSwitches)

subscribers’ interests are combined in the matching process.
The procedure updateFlowRules can be executed to send rules changes to the switches.

This procedure will look into the controller’s list routingLogic to decide if subscribers need
to be added to older advertisement rules. Finally, it can create a decryption key using
KeyGen() and send it to the subscriber.

Algorithm 2 New Subscription
Ensure: upon event receive(SUB, ID, interest) do
1: function Subscription()(...)
2: if ID ⊂ authorised_subs then
3: parsed_interest = parseInterest(interest)
4: matches←Match(parsed_interest, subscriber_groups
5: r ← createRandom()
6: addToGroup(SUB, subscriber_groups, random_number)
7: for routing_rule ⊂ routingRules do
8: updateFlowRules(routing_rule)
9: key = KeyGen(interest)

6.3.5 Data plane

The security requirements rely mainly on the solution of the cryptographic scheme; how-
ever, routing is an essential part of the solution to create access control and confidentiality.
The messages are routed in the data plane of the SDN. The publisher can send two mes-
sage types to the data plane: advertisement and events. The publisher will send the
messages to the connected switch. Switches are then responsible for forwarding the mes-
sages to the right subscribers. Furthermore, subscribers can send a subscription message.
The task and behaviour of the switch-receiving events will be explained in further detail.
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Switch

In order to create P4 switches that can interact with the designed controller, a new
packet processing pipeline needs to be designed. In Figure 20 the proposed pipeline can
be seen, which starts with link layer headers parsing depending on the content in the
headers. First, the Ethernet header is parsed and passed into the ingress pipeline. Since
this solution relies on the EtherType of the packet for further parsing, it passes this into
the ingress pipeline. The match-action table will have entries for the EtherType 0x9003
and 0x9004 for this solution. Once the Ethernet header is extracted, the next parser can
be invoked depending on the value of the EtherType, the Pub/Sub parser or the IPv4
parser. An incoming packet with a successfully parsed Pub/Sub header is passed to the
forwarding table of Pub/Sub packets. The controller fills this table with the random
number in Algorithm 1 for matching and the correct output ports of the switch as action.

In order to drop a message that is irrelevant for the Pub/Sub communication, the
switches can drop a message in the ingress pipeline. This dropping mechanism of the
switch allows bandwidth efficiency in the network since it avoids events that do not match
any rules. This situation is possible if it is an event from an unauthorised publisher that
the controller does not know.

Figure 20: Graph of the P4 parsing pipeline
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7 Results
7.1 Security analysis

In this chapter, a qualitative security analysis of the proposed solution in section 6 is per-
formed by discussing the communication’s confidentiality, integrity and authentication in
different use cases.

7.1.1 Confidentiality

Confidentiality in information security is the ability to protect sensitive information or
messages from access by unauthorised parties. Only the expected receivers and sender
should know the content of the encrypted information.

Use case 1: Switch is curious about the information in the payload

Following the treated model described in the problem statement in section 4, the switches
are honest in forwarding packets following their protocol. However, they are curious about
the data that is in the payload. However, all messages forwarded in the data plane are
encrypted, and switches will not have keys nor the computation power to execute cryp-
tographic algorithms.

Use case 2: Subscribers will collude with each other to reveal information

A known collusion attack is called an accessor attack, where different parties try to com-
bine their keys to decrypt messages they cannot decrypt alone. Fortunately, the CP-ABE
scheme is collusion-resistant [22]. Using a random number for the algorithms Setup() and
Keygen(), you need the same random number in the private key to decrypt a ciphertext.
A combination of random number is not allowed; therefore, an accessor attack cannot be
successful.

Use case 3: Compromised switches will send data to unauthorised paths

Packets in the data plane should traverse from the source to the destination along the
path authorised by the controller. However, switches might get compromised or miscon-
figured intentionally and forward packets via unauthorised routes. If the packet reaches
a switch that does not belong to the route, this switch will not have a rule for the packet.
Consequently, the packet will be dropped in this switch.

On the other hand, if a packet is wrongfully forwarded to a publisher, the publisher will
not recognise the MAC address of this packet, and no further decryption of the payload
will follow. Publishers are usually not receivers but this can happen by a flood decision
of the switch.
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In another scenario, a packet, either an advertisement packet, subscription packet or
publication packet, is incorrectly sent to a subscriber. In this case, no information on
the payload is revealed since the payload is encrypted with a private key of the sending
publisher. A subscriber will nonetheless try to decrypt the payload but will not succeed.
The subscriber can prevent this fruitless decryption attempt by checking whether the
ethertype is correct; this measure is not implemented in the current solution but is a good
extension for efficiency. It can create extra decryption overhead for subscribers but does
not cause security risks.

7.1.2 Integrity

In information security, integrity is the ability to protect the message from alterations by
unauthorised parties.

Use case 4: External malicious parties performs man-in-the-middle attack

If an unauthorised party wants to alter a payload, it will eavesdrop on the communication
between the publisher and the controller. This man-in-the-middle party might alter the
payload, even though it is encrypted, and resend it to the switch. The switch will not
recognise this alteration in the payload, and the packet continues its intended path. When
the package arrives at the subscriber, the payload will not be decrypted successfully, as
the ciphertext is modified. In this scenario, there is no influence on the confidentiality of
the payload, but the integrity is at risk. Packet integrity verification methods to detect
unauthorised alterations of the payload have not been implemented, but it would be very
interesting to explore further. One could keep track of statistics of individual packet flows,
such as changes in payload bit size.

7.1.3 Authenticity

Authenticity in information security stands for verifying the identity of parties involved
in the network. Authenticating identities means a receiving party can check whether the
package is sent from a trusted party.

Use case 5: Unauthenticated party sends a message to a trusted party

This use case consists of sub-use cases in which the sending party can be the subscriber,
publisher or controller, and the receiving party idem. If a controller receives events from
unauthorised publishers or subscribers, it will not know them and will drop the event.
The controller will only act if the receiver has done the authentication step beforehand.
Due to the decoupled property between the publishers and subscribers, there are not able
to authenticate each other. Authentication is the indirect task of the controller, and the
forwarding rules its sent to the switches.

Publishers only receive a message from the controller as a reply to their advertisement
message. In the authentication step with the controller, publishers know the MAC address
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of the controller, which they can trust. So initially, publishers can ignore messages from
sources other than the controller.

Furthermore, a subscriber can receive a publication from an unauthorised publisher.
However, this implies that there were rules installed on the switches that match this
publication. Nevertheless, the unauthorised publisher has never communicated with the
controller; thus, the switches never receive logical forwarding rules of publication from this
publisher. The only possibility is that an unauthorised party guessed a random number
as a pub-sub header. To prevent this guess, the bit size of the Pub/Sub header could be
increased. Then the chance of correctly guessing is decreased.

7.2 Prototype simulation

In this section, a quantitative security analysis of the proposed solution in section 6 is per-
formed by implementing a proof-of-concept. The performance of CP-ABE is dependent
on the capacity of the component’s hardware in the architecture, the desired security level,
and the chosen expressiveness of the access policy and interests. Attributes greatly influ-
ence the computations; the encryption algorithm needs two exponentiation calculations
for every attribute in an access policy. This proof-of-concept simulation of CP-ABE anal-
yses the computation overhead of the communication between publisher and subscriber.
Outside the scope of this implementation is the data plane implementation with routing
efficiency. The controller logic is implemented and revised in terms of the extra compu-
tation overhead the cryptographic scheme introduces. First, the experimental setup is
presented, and then the experimental results are shown.

7.2.1 Experimental setup

ABE based on the Bettencourt et al. [22] implementation is used for this thesis. This
CP-ABE implementation is implemented in the Advanced Crypto Software collection.
The cpabe toolkit provides a set of programs implementing a ciphertext-policy attribute-
based encryption scheme 1 written in C++ code language. More conveniently, the Charm
framework is used for implementing the ABE scheme in Python 2. Internally, it runs
C modules and existing libraries for mathematical operations, which is faster than any
implementation in Python code. The C implementation benefits rapid prototyping with
fast mathematical calculations, while the implementation can be done in Python. How-
ever, this framework does not allow for numerical expressions in the attributes [40]. Since
this thesis wants to investigate the expressiveness of publications and subscriptions, this
framework is not used. Instead, CP-ABE of Bethencourt et al. that uses bash commands
is implemented with Python’s subprocess function to allow for external program execu-
tions 3. This CP-ABE toolkit mainly uses the GNU Multiple Precision arithmetic library
(GMP), a cryptography toolkit. Moreover, the PBC library 4 is used in this toolkit to
allow algebraic operations, e.g., element operations of finite groups. These operations are

1https://acsc.cs.utexas.edu/cpabe/
2https://www.cs.purdue.edu/homes/clg/files/Charm.pdf
3https://docs.python.org/3/library/subprocess.html
4https://crypto.stanford.edu/pbc/
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needed in Bettencourt et al. CP-ABE scheme for the bilinear map. Integers up until 264
− 1 are supported. For the algorithm Encrypt() the access policy can have mathematical
operators: =, <,>,≤,≥ for numerical attributes. For Keygen(), only the equal operator
is implemented. Using one operator in the interest of a subscriber is less expressive than
the original solution of this thesis.

To assess the performance of the proposed model, the computational overhead is eval-
uated based on benchmark experiments for the KeyGeneration, Encryption, and Decryp-
tion algorithms. The proof-of-concept included the full CP-ABE algorithm implementa-
tions and was therefore used for the simulations.

With the computation overhead results, a discussion about the efficiency goal ‘com-
munication overhead’ can also be analysed. In combination with the communication
use-case diagrams of the proposed solution, the overhead for the controller, subscriber
and publisher can be highlighted individually. In section 8.1 Discussion, the usability of
this overhead will be discussed.

The benchmarks are performed on a laptop with an Intel Core i5 (7th Gen) CPU and
16 GB Ram running Xubuntu 18.10 operating system. In table 3 the system specification
is displayed.

System Configuration Specification
OS Xubuntu 18.10 x64
CPU Intel core i5 (7th Gen)
Compiler bash=4.4.20(1)-release
RAM 16
Language C

Table 3: Local system specifications

Data creation using CP-ABE toolkit

A subscriber key is created using a set of attributes with attribute strings or numerical
attribute values. Using the CP-ABE toolkit, it is important not to use the white spaces
around the equal sign. The documentation specifies no whitespaces, but in practice,
the decryption will not work. In addition, using (double) quotes in bash, it should be
written as ’\"input attribute"\’, to make sure the single quotes are printed around one
or more attribute parameters. Only then can it be parsed as a whole. For the python
implementation, this is covered by the sub-process library.

A publisher with an access policy will encrypt a message. A subscriber can only
decrypt this message if his interest matches the access policy of the encrypted message.
A simple example is provided in Listing 2 on the usage of CP-ABE using the bash script
for executing the algorithms KeyGen(), Encrypt() and Decrypt().

7.2.2 Experiment 1: Difference between OR and AND operators in policies

The first experiment will look at the trade-off between the expressiveness of the Boolean
logic in the access policy and the execution time of the three cryptographic algorithms
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cpabe-keygen -o priv_key pub_key master_key "attr1 = 2" "attr3 = 100"
cpabe-enc -k pub_key file1.txt "attr1 = 2 or attr2 > 10"
cpabe-dec pub_key priv_key file1.txt.cpabe

Listing 2: Example bash code of CP-ABE toolkit

(encryption, decryption and key generation). The encryption and decryption will be done
on an empty text file named file.txt containing no content. A script will run the KeyGen()
at the controller, the publisher’s Encryption() and the subscriber’s Decryption(). A new
attribute will be added to the subscriber’s interest in a loop. When a new interest is
made by adding an extra attribute, this attribute will also be added to the access policy,
concatenating this attribute with an OR or AND operator. There is no overhead of
end-to-end communication, only the components’ runtime.

The setup contains one controller, one switch that connects 50 publishers to 50 sub-
scribers. The experimental setup runs five times, and the average of these measurements
will be compared. The Real time, User time , and system process times are outputted.
Since the user time is the amount of CPU time spent in user mode and system time is the
amount of CPU time spent in the kernel within the process, the sum will tell how much
CPU time the process has used. This sum of the user time and system time for each run
is used.

Figure 21: Time for Key Generation using exclusively OR in the access policy or only
AND
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Figure 22: Time for Encryption using exclusively OR in the access policy or only AND

Figure 23: Time for Decryption using exclusively OR in the access policy or only AND

Figure 21 and 22 show that the difference between using AND or OR is insignificant.
However, in Figure 23 the difference between using the AND or OR Boolean for the access
policy of the publisher is bigger. Moreover, we see in all three algorithms that the number
of attributes increases linearly to the execution time. Comparing the execution time of
the algorithms, we see that the decrypt() algorithm has the shortest execution time, fol-
lowing Encrypt() and the KeyGen() algorithm. However, the KeyGen() algorithm has a
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significantly higher execution time compared to the Encrypt() and Decrypt() algorithms.
This high execution time was not demonstrated by the original CP-ABE work [22].

7.2.3 Experiment 2: Comparison of numerical attributes

The second experiment will compare the execution time of the three cryptographic algo-
rithms (encryption, decryption and key generation) using attribute strings or numerical
attribute values. A mix of Boolean operators OR or AND expression is used to concate-
nate the attributes in the access policy. Using the CP-ABE toolkit, it is necessary to
specify an exact length of k-bits for an integer. To ensure they all have the same possible
bits, we choose 32 bits for every integer, which is the average possible length but still
expressive enough to store our chosen attribute values. Bethencourt et al. highlights the
possibility of using numerical attributes and the ability of the implementation to compare
integers using a policy tree [22]. However, no results of this feature are shown, and no
other work makes this comparison. The setup contains one controller, one switch that
connects 100 publishers to 100 subscribers.

Figure 24: Execution time having only attribute strings in the interest and in the publi-
cation
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Figure 25: Execution time having attribute values in the interest and in the publication

Figure 24 shows the execution time having access policies and interest without nu-
merical attributes. Figure 25 shows the execution time having access policies and interest
with numerical attributes. The Figures demonstrate that the decrypt() algorithm creates
the shortest execution time for both use cases. Figure 24 shows that Keygen() and En-
crypt() algorithms grow linear and have the same significant execution time. However,
this insignificant difference is not the same in Figure 25 in which the Keygen() algorithm
results in a higher execution time.

Another finding was the key size of the keys generated by the KeyGen() algorithm.
The key size goes up by approximately 24kb per attribute.

51



Securing Pub/Sub systems using SDN December 22, 2022

8 Discussion and Conclusion
8.1 Discussion

Compared to a traditional broker-based Pub/Sub middleware, the focus has shifted from
middleware implementations to network layer implementations of Pub/Sub communica-
tion, such as SDN. Since SDN has a decoupled nature, the burden on the traditional
broker is lessened and data delivery delays are reduced. A few designs using SDN with
a Pub/Sub communication have been described; however, the security of content-based
Pub/Sub and the impact on the decoupled property have not been assessed yet.

In this study, a secure Pub/Sub communication model is designed to adopt crypto-
graphic algorithms used by the controller, publishers and subscribers. The design contains
the model’s architecture and the model routing logic.
A secure channel outside the SDN stands out when looking at the model’s architecture.
This extra channel is designed for authorisation between the publishers/subscribers and
the controller. Communication outside the SDN is unavoidable for authorising identities
of publishers and subscribers but potentially creates vulnerabilities.
When securing content-based Pub/Sub communication, fine-grained access control is nec-
essary. Fortunately, CP-ABE ensures fine-grained access control over the message even
when the content is encrypted. Another benefit of CP-ABE is that access control lies with
the publisher. Therefore, no involvement of the key manager is needed for the encryp-
tion algorithm. Importantly, this meets the efficiency criterion to have as little controller
communication as possible. Moreover, CP-ABE does not reveal someone’s identity, which
complements the decoupled property of Pub/Sub systems.
Unique to the routing of secure content-based communication in this model is the in-
troduction of a novel packet header. As a result, no existing headers, e.g. IPv6 packet
header, are used, which can be implemented for other purposes. Another beneficial de-
sign choice of the model is the exclusion of the controller communications for publications.
In other words, the controller has communication overhead for every advertisement and
subscription events but not for publications events. This exclusion is beneficial for the
scalability of the model.

A qualitative security analysis of the proposed model was performed, discussing the
communication confidentiality, integrity and authentication by means of different attack
use cases. Confidentiality is assured in the proposed system, and authentication is guar-
anteed by the controller logic of handling advertisements and subscriptions. However, the
integrity of the event is vulnerable in case of a man-in-the-middle attack alterations in the
payload will not be prevented or recognised at an early stage. Compromised switches for-
warding events to unauthorised paths is a possible scenario. However, non-compromised
switches will drop packets that do not match any rule, so the system is still secure.
A proof-of-concept of the proposed solution is realised which allowed analysing compu-
tation overhead. No difference in computation overhead is measured for the Boolean
operators OR or AND. Therefore, when creating access policies, no limitations should be
considered between the use of operators OR or AND.
Figures 21 and 25 demonstrate that numerical attribute comparison significantly increases
the execution time of the KeyGen() algorithm. Fortunately, the controller performs Key-
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Gen () in the proposed solution, since the controller has unrestrained resources. However,
it shows a direct trade-off between the expressiveness of the interest versus the compu-
tation overhead. Even though the authors of the KeyGen() algorithm describe that the
compilation and comparison of numerical attributes are handled, the effect on execution
time has not been shown [22]. In future implementations, more CP-ABE schemes that
handle numerical attributes should be compared, to see whether this increased execution
time is a general problem.

In line with previous work [22], Keygen() (without numerical attributes) and Encrypt()
algorithms demonstrate linear execution times when the number of attributes increases.
This performance is quite acceptable as computational overhead. The decrypt algorithm
has the lowest execution time compared to the Keygen() and Encrypt() algorithms. This
result is favourable in the designed model, since a subscriber has to perform a decryption
algorithm for every incoming event.

In this model, the number of attributes influences the size of the decryption key in a
linear fashion, as was designed by Bethencourt et al. [22]. However, in other existing CP-
ABE schemes, the key size remains constant [41]. Choosing an optimal CP-ABE scheme
depends on the use case of the system model.

One limitation of SDN is the need for a centralised controller; if the controller is compro-
mised, the whole system is not secure anymore as the ‘private’ master key is public. Also,
the availability of the controller can be affected by a DDOS attack. In that case, publish-
ers and subscribers can not communicate with the controller and Pub/Sub communication
is not possible.

A point of attention is the false positive rate of subscription clustering. Subscribers
can receive events that do not match their interests if the clusters are not sufficiently
fine-grained. A good clustering algorithm is hard to make, especially the expressiveness
of the attribute makes this challenging. Since the controller is responsible for subscription
clustering, subscriber’s overhead depends on the implementation of the controller logic.

In addition, the false positive rate also influences subscriber’s overhead by unnecessary
decryption attempts. Due to the event’s anonymity, the subscriber can not know whether
it matches their interest before decryption. The privacy of the access policy is a burden
when the subscriber owns many keys; it would try to decrypt the event with every key it
possesses until one succeeds.

ABE is an expensive cryptography scheme in general. For this thesis, the overhead
is analysed with the CP-ABE implementation of Bethencourt et al., which is the first
CP-ABE scheme but not the most efficient and fine-grained scheme currently available.

8.2 Future Work

Building on the results presented in this study, the prototype model of the proposed solu-
tion can be extended on different levels. Firstly, it would be interesting to investigate more
ABE schemes for the proposed system model that generate less computational overhead.

Another idea to decrease computational overhead, is to allow a weaker notation of the
full access policy security. Lai et al. [42] calls this partially hidden access policy, in which
certain parts of the access policy are public.

In addition, it is worth examining whether external parties can do the most expensive
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cryptography calculations, and if this helps reduce overhead. For example, in the study
of Touati et al., [43], the implementation of CP-ABE on resource-constrained devices is
feasible by outsourcing costly operations to a set of assistant nodes while keeping the data
confidential.

The key refreshment remains a challenge in ABE schemes; implementing an expiry date
as a numerical attribute could be investigated as a solution to key refreshment. Related
to key refreshment, the key revocation requirement can be assessed. Implementing key
revocation with a simple EPOCH value in the packet header would be possible.
In extension to the preliminary assessment of overhead computation in this thesis, data
plane latency and overall end-to-end latency could be quantified. Computation overhead
could likely be decreased by investigating different subscription clustering algorithms, for
example by looking at false positive rates of subscribers receiving events.

To address hardware limitations of the data plane, flow-optimisation algorithms could
be researched. Also, it would be interesting to quantify the limit of the amount of flow
rules that can be installed for the Pub/Sub communication.

8.3 Conclusion

In this study, for the first time, a comprehensive model is proposed for content-based
Pub/Sub communication on an SDN using P4 switches while implementing a CP-ABE
security scheme. This model can provide a secure content-based Pub/Sub communication
without weakening the decoupled property. Furthermore, it can route encrypted events
from a publisher to a subscriber. One of the trade-offs of implementing a CP-ABE secu-
rity scheme in this content-based Pub/Sub model is the possibility of compromising the
integrity of the communication. In addition, expressiveness is expensive when looking at
the computation overhead of the three cryptographic algorithms (encryption, decryption
and key generation).
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