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0.1 Abstract
The use of Digital Twins is an up and coming technique to aid in the optimisation of products
and processes. Digital Twins are a virtual representation of a physical entity that mimic the
state of the physical in a virtual environment. Through the use of Digital Twins, parameters and
factors affecting the functionality of a physical entity can be altered to observe their effects and
achieve certain desired states. To aid with the visualisation of a Digital Twin, a Graphical User
Interface (GUI) is used. A GUI can be said to be a visual representation of the Digital Twin. It is
the connection between the user and the Twin, whereby the user can interact with the Digital
Twin in an interactive and responsive manner to visualise the desired outputs.

This project focuses on the creation of a GUI for the Ocean Battery, a novel energy storage
device. The created GUI allows the user to change certain parameters affiliated with the Ocean
Battery and observe how changes in parameters relate to the efficiency of the system. It is aimed
through the use of this GUI to allow for further developments in academia such as research
related to sustainable energy storage as well as assisting future generations in learning about
these concepts while practicing their programming skills.
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Acronyms

OB - Ocean Battery

OG - Ocean Grazer

GUI - Graphical User Interface

DT - Digital Twin
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1: Introduction
DTs have been used over time as a means of replicating physical entities for purposes of
modelling and simulation in order to analyse said entities [1]. Through the use of DTs, physical
entities are represented in a virtual manner such that the environment they are represented in can
be altered to achieve a desired outcome. This project relates to the DT of the OB. The OB is
a method of storing energy in kinetic form and converting this to electricity when required [2].
Currently, the application of the OB is limited to the company involved in its development. It
was aimed through this project to make this technology more accessible to the general public,
including academia, so as to allow for further insights that could aid with the development and
application.

A way in which this technology can be made accessible is by the creation of a GUI. The creation
of a GUI will allow the user to visualise what is happening in the DT. Through the GUI, the
user will be able to see the relevant parameters and how they affect the processes of the entity.
The user will be able to alter these parameters to achieve a desired state. GUIs can be created
in multiple different ways, for example in Matlab or through a webpage. It was the aim of this
project to determine and create the most optimal form of GUI that fulfils certain requirements
presented by the user. In order to create the optimal GUI, the necessary parameters must be
included in the DT. This project also aimed to determine what essential factors must be part of a
DT to create an optimal GUI.

1.1 Ocean Battery Background
The OB is a component deployed in seawater that is a project of the OG company. In its essence,
OB is an energy storage platform that aims for the long term storage and production of energy in
a renewable manner. There are two main states by which the OB achieves this: charging and
discharging. In the charging state, electrical energy produced through renewable sources pumps
working fluid from a rigid reservoir into a flexible reservoir. This is seen as a conversion of
electrical energy into potential energy. The flexible reservoir has the ability to store the fluid for
long periods of time due to the acting pressures from the seawater. For discharging, the fluid
stored in the reservoir travels through a turbine that converts the stored potential energy into
electrical energy. The fluid travels from the flexible reservoir back into the rigid reservoir and
this is enabled through pressure releases. Through these cycles of charging and discharging,
the OB is able to convert renewable sourced electrical energy into potential energy, until the
point this potential energy is required to be converted into electrical energy again. As mentioned
in the European Union’s energy storage report, storage of energy is essential to adjust the
supply and demand of electricity as well as control price fluctuations [3]. A sustainable energy
storage mechanism such as the OB is therefore essential for energy security and efficiency to be
guaranteed for when it is most required.

Equally essential is the fact that due to rapid technological developments, changes to the OB
can be made. Upgrades or improvements that can make the OB efficient have to be taken into
account. It would be a cumbersome and expensive process to make a new OB every year to test
and adopt changes. This is where a DT and a GUI prove to be useful. By having a virtual twin of
the OB, changes can be made to observe how they effect the functionality of the energy storage
platform and whether they are indeed worth adopting into the physical entity. These changes
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Chapter 1. INTRODUCTION 5

Figure 1.1: A representation of the Ocean Battery. The main systems such as the turbine,

reservoir, pump and bladder can be seen. The pump is utilised in the charging phase whereas

the turbine is utilised in the discharging phase. (OB schematics and artistic renderings, provided

by courtesy of OG B.V.)

can be observed through the use of a GUI which can ensure that users from all backgrounds,
and not only a technical background, are able to provide their input and observe the appropriate
outcomes.

1.2 GUI Application
David Redmond-Pyle and Alan Moore present in their book a practical process for the creation of
GUIs [4]. They discuss this from the perspective of a software developer but their design is based
on the requirements of the user. A specific GUI was created to model the spreading of epidemics
[5]. The creation of this GUI kept in mind the purpose, which was to create a computational
tool for academics as well as for policy analysis. The design of the GUI allowed the users to
alter parameters and view simulations without having to do large scale technical computations.
Similarly, a GUI was created to model the Autoclave Curing Process in the Aerospace industry in
order to enable operators to work together with artificial intelligence and understand the process
better through the simulations [6]. This GUI was created using DTs of the process and aimed for
operators to intuitively simulate and understand the production process. A GUI was also created
using DTs to monitor a welding manufacturing process [7]. This GUI aimed to be intuitive and
effective for the user while showcasing a visual representation of the manufacturing process.

The works showcased in the previous paragraph highlight the importance of creating a GUI that
fits the purpose of its physical entity and follows the requirements of the user. It can be observed
that some common user requirements relate to interacting with the GUI in an intuitive way, not
requiring large computations and having an overall efficient yet effective simulation. It can also
be noted that for the production of the GUI, the data required from the DTs mainly relates to the
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involved parameters and the overall process. Not all the parameters have to be implemented in
the GUI thus it is essential to identify the most valuable factors that can be used.

It is also good to note here that GUIs can be created in multiple different environments. Matlab
is able to produce GUIs based on the given functions and code for a process [8]. Python has
various frameworks that can be utilised for the creation of GUIs [9]. Languages such as Java
and HTML can also be used to create GUIs [10] whereas software such as RaspberryPi also
allows for the creation of user interfaces [11]. However, the current research into this topic has
resulted in functions and code being provided on Matlab. In this case, it would be most efficient
yet not optimal to create the GUI in Matlab. This is within the scope of this research and will be
discussed.



2: Research Design

2.1 Research Objective
The objective of this research is to design a Graphical User Interface for the Ocean Battery based
on information present in its Digital Twin. The GUI will be created in order for the general
public to be able to access it for research, academics and further developments. To create the
GUI, the necessary parameters have to be obtained through the DT and the DT in turn must
accurately depict the state of the physical entities. This research will also look into considering
what essential components are to be included in a DT and how an accurate representation of the
physical entity can be ensured. It is aimed to create this GUs within a time-span of 3 months
during which the progress of the GUI will be monitored by regular testing to ensure it complies
with the requirements. A why-what analysis is shown in figure 2.1 and depicts what the problem
is, why it needs to be solved and what is preventing it from being solved at the moment.

2.1.1 Research Questions

In order to satisfy the above research objective, the main research question to be asked is as
follows: What are the constituents of a Graphical User Interface that allow it to perform its
function in the most effective manner while using the date present in the Digital Twin?

Certain sub-questions have to be answered to determine an appropriate response to the main
research question. These are as follows:

• What is the basic function of a DT?

• How does a DT accurately develop the state of the physical entity?

• What are the user requirements for the GUI?

• What is the most optimal configuration for the GUI?

• How does the existing DT and GUI compare to the desired DT and GUI?

2.2 Stakeholder Analysis
The problem owner in this system is the Ocean Grazer company since it is their Ocean Battery
which is being visualised and any effects on the battery or due to the battery, will affect the
company. Additional stakeholders with their level of interest and power can be seen in figure 2.2
and a small description follows:

• The Management of OG: This project affects the company as it is their technology which
is utilised and any improvements or analysis on the technology will affect them directly.
This is why the management is a key player with high interest and high power. Once the
GUI is created, the management will have the final say on whether or not the GUI fits their
purpose thus they have the power to guide the direction of this project.

• Researchers and Academics: Researchers and Academics of the general public, particularly
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Figure 2.1: Why-What analysis of the described problem. The problem is depicted in the blue

box. The boxes in orange showcase why this problem needs to be solved while the boxes in green

showcase what is stopping this problem from being solved.

those interested in the field of energy storage are the subjects of this project. They have
high interest as they are the users for whom the GUI is intended. The users can be those
from the field of science and engineering as energy storage is a topic that is most likely to
peak their interest. However, it is important to consider that the GUI will be made available
to the general public and people who are simply interested in energy storage might also
be interested to use it. This user can be further narrowed down to those that have the
appropriate software to run the GUI, for example if the GUI is developed in Matlab then
the user would need Matlab to run it.

• RUG: The university is a stakeholder with low power and interest since the developed
deliverable and this project comes under the property of the university. The university will
be the one to publish this project once it is completed thus the project has to meet certain
standards set by the university.

2.3 System Analysis
The system in this case revolves around the creation of a visual interface for the analysis of
energy storing platforms such as the Ocean Battery, as seen in figure 2.3. The goal of the system
is to create a GUI for this platform. Through the GUI, optimal scenarios for the physical entities
can be visualised and the parameters modified to reach these scenarios. In order to create the
GUI, the necessary parameters have to be obtained through the DT. The DT in turn obtains the
parameters from the physical entities. It must be noted here that it is important that the state of the
DT must be similar to the state of the physical entity otherwise the DT will not contain accurate
information and any visual representation will be inaccurate, resulting in optimal scenarios not
being created.

The criteria for the GUI will be determined through literature by analysing the general idea
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Figure 2.2: Stakeholder analysis depicting the various stakeholders according to their level of

power and interest. The axes show increasing levels of power and interest.
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Figure 2.3: Overall view of the System related to the creation of GUIs using DTs.The scope of

the system is limited to the GUIs and DTs.



Chapter 2. RESEARCH DESIGN 11

for when GUIs were created for different purposes. A quick scan revealed that GUIs have to
be user friendly, robust and of low computation. Specific criteria related to the user can be
determined through surveys (discussed in section 2.4). The major external factor that could affect
the creation of GUIs is any uncertainties or unforeseen situations that effect the physical entity
and are not depicted in the digital twin. These unforeseen events can cause inaccuracies in the
GUI leading to the desired situation not being created [12].

2.4 Methods & Tools
In order to carry out this research and satisfy the questions presented in 2.1.1, various strategies
will be used. These include the use of case studies, grounded theory and desk research. The
research is aimed to be more qualitative and of depth. The theory to be researched includes
making comparisons of case studies and desk research to determine which situations can be
applied or learnt from to apply to our situation. These research strategies can be used to answer
the questions related to function, criteria, configuration and environment. They can also be used
to determine user requirements however, user requirements can be more accurately determined
through surveys as this will give practical information directly from the target user. The research
will also utilise methods of trial and error to determine what the most optimal configurations are
for the GUI to operate with.

By using case studies and desk research, it will be analysed what the general idea has been
in the creation of GUIs. The general idea refers to the general concepts that developers have
kept in mind when creating the GUIs. A quick analysis has revealed user friendliness and low
computation to be some core concepts to keep in mind. Through further research, it is aimed to
come up with more general concepts that will be integrated in the creation of the GUIs.

For the actual development of the GUI, MATLAB will be used as a tool, specifically MATLAB
App Designer. This is an application within MATLAB that allows for creation of a user interface
using simplistic ”drag and drop” techniques. The developer is able to create a workspace
and include certain components in it. These components are in built in App Designer. The
components can be assigned functions in such a way that when the user interacts with them, the
function is executed resulting in the desired effect. The added components will depend on the
functionality of the GUI whereas the functions depend on the DT.



3: Digital Twin Characteristics

3.1 Overview
In their study, Jones et al [13] have done a thorough literature review to determine the charac-
teristics that comprise a DT. They came up with 13 of these characteristics. Thus a DT can be
summarised as follows: there exists a physical entity within a physical environment. The physical
environment is composed of the parameters that affect the physical entity. These parameters
are measured using tools and then transferred into a virtual (digital) environment. The virtual
environment is created using data from the physical environment. The virtual environment
houses the virtual entity which can be considered to be a model of the physical entity. The state
of the virtual entity and the virtual environment must be the same as the physical entity and the
physical environment i.e. the parameters, values and conditions must mimic each other. Within
the virtual environment, the virtual entity can be tested and parameters can be altered to achieve
a desired state. These conditions must then be transferred from the virtual environment to the
physical environment to observe their real life effects. Thus a DT involves a cycle of data flowing
from the physical environment to the virtual environment where this data is altered to reach a
desired situation and once this target is achieved, the data flows back to the physical state. A
physical entity is able to perform physical processes and these processes must be represented as
virtual processes in the virtual environment.

3.2 Functionality
A question arises regarding the functionality of a DT and why there is a need for it. In their article
related to the industrial applications of DTs, Jiang et al discuss the workflow of manufacturing
[14]. They highlight the gaps within the industrial process where DTs can prove to be useful.
The gaps exist in optimisation and responsiveness aspects. During the design of a manufacturing
process, the optimal design is not determined due to certain manufacturing practices not being
taken into account. There is also the concept of improving by learning where further adjustments
can be made based on previously observed outcomes. Furthermore, fluctuations and uncertainties
in the demand are not always taken into account in the design which can be hindrances at later
stages. Having DTs of industrial processes allows for predictive controls to ensure an optimal
design. Historical data can be evaluated to allow for new designs to capitalise on learning
outcomes from previous designs. Having a DT also allows for improvements and their future
effects to be monitored virtually before adopting changes on the physical entity itself. Jiang
et al describe a DT as a ”constantly learning living model”. They emphasise on the DT being
able to communicate with its physical entity through a digital thread. This threading technique
allows for synchronisation of data, providing the virtual entity with real time updates it can
utilise for processing. For synchronisation to occur, there has to be a complete representation of
the physical entity and its processes by the virtual entity.

In their research highlighting the characteristics of DTs, Baricelli et al provide useful insights into
what a DT should comprise of in order to accurately depict its physical entity [15]. They mention
communication as a vital tool. The digital twin and its physical counterpart must ensure seamless
data transfer through networking devices. The communication must be up to standard to ensure
dynamic data flow which will allow for real time processing within the virtual environment. The

12
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data the DT processes should not only be data obtained through the physical entity but also
historical data, if it exists. Historical data may further comprise of the expertise of humans that
are familiar in the field and have contributed to the subject. The DT must then be able to analyse
the data and accurately adapt to the physical entity, throughout the life-cycle of the physical
entity. By adapting throughout the life-cycle, the DT is able to predict outcomes that otherwise
could not be known. This would allow the users to make the necessary judgements related to the
physical entity which they can act upon to ensure its efficient processing.

The DT must also have the capability to model and simulate the behaviour of the entity it
represents. This can be done through a user interface and will be further elaborated upon in
section 4.

3.3 Limitations
Baricelli et al described certain limitations related to DTs [15]. Most notably, DTs have to
ensure seamless, real-time data transfer between the physical and virtual entities. Factors such as
internet connection, data size and data transfer rate might hinder the DTs ability to be responsive.
Privacy concerns also have to be taken into account when developing DTs to ensure that data
is secure and not vulnerable. The company or person in charge of creating the DT must not
exploit the data and respect its use. Another limitation is how accessible the DT is. The user
interface utilised by the DT must be convenient and the design of the DT must take the end user
into consideration.

In their article, Deloitte mention the challenge of adopting the DT over an organisational
ecosystem to realise their full potential [16]. It may be the case that a process is affected
by various different components, each of which is affected by another component. These
components may be in different locations and subject to different factors. For a DT of the process
to be effective, DTs of the various components would have to be created which will need to
interact with each other and the overall process DT. Due to the emergence of Industry 4.0, this
challenge can slowly yet surely be overcome. Using the Internet of Things (IoT), data collection
and data transfer is more efficient than ever and the technology is progressing rapidly. It should
therefore not be an issue for DTs to collaborate with each other if the supplied data is easily
attainable.

Regarding modelling of DTs, Robert Saracco discusses the issue of DTs having no set structure
and architecture [17]. He says that there is no standard of creating models which can result
in various different models not being compatible with each other to have a cohesive DT. This
could add onto the costs of developing a DT as research would need to be done to ensure that
all models are created in a compatible manner. Additional cost related issues relate to data
collection, software creation and data transfer [15]. Cost issues might limit the development of
DTs only to those who can afford it.



4: GUI Characteristics

4.1 Overview
Donald Norman’s theory of action regards the steps taken to reach a desired goal [18]. He relates
the psychological intentions a person has to the physical aspects of conducting a task [4]. In the
context of this project, the relation between the psychological and the physical is bridged through
the construction of a GUI. Gartner defines a GUI as an interface that allows the user to interact
with a system [19]. Instead of typing in commands and lines of code, the user is able to simply
perform a task by the use of icons, menus and a mouse which increases the users productivity
and enables the task to be done effectively. In its essence, a GUI is a visual representation of
information that the user can interact with. Most GUIs comprise of certain basic concepts. They
represent information in a visually appealing manner, they utilise multiple windows for the user
to engage with, they require minimum input from the user thus are mostly based on point and
click interactions, they engage with the user by providing menus, toolbars and showing dialogue
boxes, and they allow for customisation by the user.

To create a successful GUI, there has to be a bridge between the psychological intention and
the physical task as described by Norman. He suggested the idea of having ’gulfs’, specifically,
the gulf of execution and the gulf of evaluation. The gulf of execution looks into how the
psychological desires of a person can be translated into actions while the gulf of evaluation looks
into how the actions are perceived by the user and what meaning they hold. Once this bridge
has been created, the activities to be conducted by the user can be identified and portrayed as
a mental model. A mental model is defined as the understanding the user has of a system that
leads the user to perform various activities in order to reach the various goals [4]. In the context
of this project, the mental model consists of the users understanding of the OB and its behaviour.
Through this mental model, the user can determine what goals they need to fulfill and what
actions must be taken to fulfill them. By understanding what the mental model of the user is, the
GUI can be developed in such a way that the user is aided in carrying out their tasks in a manner
that is efficient and effective.

Further research into GUI characteristics revealed three main components that must comprise a
GUI: it should be user friendly, responsive and robust. These will be further discussed.

4.2 User Friendliness
By ensuring that a GUI is user friendly, the developer is allowing for the user to be able to carry
out their task in the most effective way possible, with minimum errors and maximum satisfaction.
In their experiment using an interface related to that of an ATM, Tractinsky et al determined how
efficiency increases with aesthetics [20]. Having an easy to navigate interface allows for users
to minimise errors and complete tasks faster resulting in higher efficiencies. A simple layout
based on intuitive design and clear guidance further makes it easier for users to interact with the
interface. This was seen in the study of Nielsen and Molich, which determined that it was easier
for users to learn how to operate a GUI if the design was simple [21]. Having a user friendly
GUI further results in users having an overall positive experience when engaging with the GUI.
Hassenzahl et al highlighted the satisfaction users obtain by using user-friendly interfaces [22].

14
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It can thus be summarised here that by having a user friendly GUI design, the user will be able
to perform their task more efficiently with few errors and a great deal of satisfaction.

4.3 Responsiveness
Equally important is for a GUI to be responsive, one of the main reasons being competition. It is
quite straightforward for anyone with a bit of technical knowledge to create a GUI therefore the
competitive advantage lies in how responsive the design is. A report by leading content delivery
network services company Akamai showcases how having a slow response rate led to reduced
customer engagement and eventually loss of customers [23]. Responsive feedback enhances the
usability of a GUI as the user is able to coherently understand the cause and effect relationships
of the system [24]. Coherent understanding plays on the emotional state of the user when it
comes to human-technology interactions as having a proper understanding of how a system is
working leads the user to process information in a clear manner which increases user satisfaction
in terms of usability. Efficiency also increases with responsiveness as faster response rates lead
to the user obtaining information and subsequently reacting to this information quicker, causing
a cycle of efficiency to follow.

4.4 Robustness
Robustness ensures the longevity and sustainability of the object, in this case the OB GUI.
Robustness was taken into consideration to account for the fact that future updates and enhance-
ments would be made to the GUI thus it should be designed in a way so as not to ”break” or
loose its functionality when these adjustments are made. A robust GUI further ensures system
stability by integrating error handling mechanisms that are able to handle unforeseen errors. This
could be done in the form of error messages that specify exactly what is going wrong when
changes are made. Moreover, GUIs should be compatible with multiple softwares and hardwares
to ensure that they can are accessible to a wide user base and the user does not encounter any
hindrances when using it.

4.5 Limitations
It was mentioned in section 4.1 that by understanding the mental model of the user, the design of
the GUI can be ascertained. This is where the major limitation lies. A mental model is influenced
by multiple factors, including existing mental models. This was highlighted by Johnson-Laird in
his argument of how deductive reasoning is a result of mental manipulation that infers state of
affairs [25]. What this means in non-philosophical terms is how we understand the things around
us that lead us to make logical decisions. People have a different understanding of things around
them, even though it may be the same thing. This difference is due to the various differences
that are amongst people such as culture, upbringing, education, exposure etc. It is because of
these differences that the mental models of each individual differs. Therefore, when creating
the GUI, it is highly improbable that all mental models can be taken into account to create a
’1 GUI fits all’ interface. However, the way in which this can be countered is by ensuring that
users have a similar general mental model about the system [4]. In the case of the OB, if the
users have a similar understanding of what the DT of the OB is expected to do, they will have a
similar mental model of what actions need to be undertaken to get the desired results. While
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constructing the GUI, it is therefore essential to fully understand the DT itself to ensure that the
mental model of the developer aligns with the expected mental model of the user.



5: Existing Material

5.1 Existing GUI
There is an existing GUI that was created by Lars Hof as part of an earlier Integration Project.
Images of this GUI can be seen in Appendix A. This GUI is composed of 3 tabs: an overview tab,
a charging tab and a discharging tab. Each tab has an upper section that relates to it in a specific
way. The overview tab has an upper section that shows how the overall OB looks while also
including tables that calculate the K values of various components. These K values represent the
factor of Head Loss by various components and are affected by the number of components. This
tab contains a general description of the OB with a table showcasing the main parameters. A
’start simulation’ button is present in this tab which when pressed, runs a code in the backend that
calculates various variables and presents this output in the form of graphs. The graphs shown in
the overview tab are the same as the graphs shown in the charging and discharging graphs. The
current view of the graphs in the overview tab depends on which of those two tabs was last open.
All tabs also contain certain elements that show the energy saved and produced as well as the
efficiency of the system. These elements are calculated when the simulation button is clicked
and the backend code is run.

The charging and discharging tab have an upper section that shows the structure of the compo-
nents involved in each phase. This also contains a drop down menu that shows the components
of the OB. When a component is selected, an image of the component is shown on the top left
with its description below and a table showcasing the parameters associated with that component.
The graphs on each tab showcase the various heads and flow associated with either of the phases.

When the start simulation button is clicked in this GUI, it takes approximately 2 minutes for the
code to run and graphs to be produced. The graphs that are already shown in the GUI tabs also
begin to appear as individual figures. Furthermore, the parameter values given in the table of the
GUI can be altered and the button clicked again to give new results corresponding to the new
values. For the code to run with the new values, it takes approximately 5 minutes, which is quite
a wait.

The existing GUI has an overall clear structure which showcases all the parameters and com-
ponents involved. It also provides proper descriptions of the components and provides graphs
which are relevant in their output. However, there are some excess components present in the
GUI. The graphs in the overview tab for example give the same overview as can be seen when
going to the charging or discharging phase. The drop down menus in each phase show the same
components, not those associated with the specific phase. Moving between tabs has to be done
by selecting the tab from the top ribbon. To view the various components and the parameters that
affect them, the components have to be manually selected from the drop down menu. Although
these are not major issues, they can be improved upon to make the GUI more convenient for the
user, which is what the new GUI aims to do.
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5.2 Digital Twin Script
A currently unpublished paper, written by Nienhuis et al [26] , describes the behaviour of the
OB. There are 2 main phases of the OB: Charging and Discharging. In the charging phase,
electrical energy is converted into potential energy by pumping fluid which is stored in a rigid
reservoir into a flexible reservoir. When in the flexible reservoir, pressure differences from within
the reservoir and those from outside i.e. from the surrounding seawater, allow for the fluid to
be stored as long term energy storage. In the discharging phase, a ball valve is opened that
results in further pressure differences that allow the fluid to pass over a turbine and into the
rigid reservoir again, generating electricity as a result. A Matlab script, also made by Nienhuis,
describes the discharging phase of the OB while having a focus on the efficiency of the entire
charging-discharging cycle. This script is the base upon which the GUI will be created.

The script begins by initialising certain variables. These include defining the time horizons,
efficiency values and certain constants related to temperature and water. Initialisation further
includes defining the geometry of the reservoir and ducting system as well as assigning the
location of pressure sensors. Following this, the script defines the number and type of piping
used in the various ducting sections, such as 90 degree bends and T-bends, as well as their K
values. After initial values have been assigned, the script creates arrays for the variables that will
be calculated. This is done to store the resulting data.

Following initialisation, the script begins the loop that iterates over the defined time. This is
where the main calculations take place. The loop first calculates the flow velocities in various
sections, which are used to find the Head Losses. The Head Losses are calculated for each
ducting section using functions that have been created by Nienhuis. These functions utilise the
geometry of the specific ducting system, the flow velocities, the number and type of piping used
and certain coefficients related to friction as their input. The Head Losses for all 3 sections are
calculated and summed up to find the total Head Loss.

Apart from Head Losses within the ducting system, dynamic Head Losses are also calculated.
These are determined using the the geometry of the rigid reservoir as well as the volume and
flow which change with every iteration. The Head Losses in the ducting system, along with the
location of pressure sensors, are used to find the Head Loss in the turbine, rigid reservoir and
bladder.

Once all calculations are done, the Head Losses are corrected for head i.e. the values take into
account the reference point of pressure sensors. The theory behind this can be found in detail
in the paper of Nienhuis et al [26]. Following this, the efficiency of a cycle of charging and
discharging is calculated using the efficiencies of the pump and turbine as well as the Head
Losses in the ducting sections. The results are then plotted to observe the outputs.

This analytical script has been validated by taking experimental data from the OB and comparing
it. The plotted outputs from the analytical code match closely with the experimental data which
confirms that the script performs accurate calculations and can be considered a DT of the OB
since it accurately mimics its performance.



6: GUI Development

6.1 Updated Digital Twin
The DT for this GUI is the code developed by Nienhuis. This code existed as a Matlab script that
calculated variables over the various sections of the OB. One of the goals of making this GUI was
to make it robust in such a way that future work does not affect its functionality. To aid in this, the
Matlab script was sub divided into 4 scripts. This was done due to the following: once the GUI
is created, analysis and comparison of various parameters can be done. Apart from this, further
developments regarding the OB may arise as well such as more efficient calculation methods or
dynamically changing parameters. These developments would have to be integrated with the
GUI in order to allow the GUI to take these into account for future analyses and simulations. If
the existing script that includes all the sections is included, it would be a hassle and an inefficient
method for future developers to make changes to. They would have to go through thousands
of lines of code and understand how every section works in order to determine where to make
the changes. Instead, by dividing the full script into multiple scripts, future developers can
simply make changes to the scripts that are specific to their purpose without having to worry
about understanding the entire code. Of course, understanding the entire system is essential to
make analyses regarding the OB however, developers would not need to understand the minute,
technical details that are part of the code. Every script contains a description in the beginning
explaining what it is about and what variables are calculated.

The first script consists of the main loop that iterates over time to calculate Head Losses in the
various sections and the flow velocities. Initially, this script was also divided into smaller scripts
that calculated the Head Loss in each section and the flow velocities separately. However, at
the end of the loop, the value for the flow is updated which is used in the following iterations.
It became quite messy to find a way to isolate and link the flow in each script therefore it was
decided to keep one main loop script that calculates both parameters.

The second script calculates the Head Losses in the turbine, bladder and reservoir. Following
this, the next script calculates the values for pressure taking into account the reference points of
the various sensors. These reference points have been determined in the paper of Nienhuis et al
[26]. The last script that is called relates to the efficiencies and calculates the efficiency of the
OB of one cycle. A cycle includes both the charging and discharging phase.

As the GUI is run, all these functions are called which run for the assigned parameters and
provide the relevant outputs. When the GUI first starts up, it takes about 10 seconds to load.
This is a substantial improvement from the previous GUI which took about 2 minutes to load.
For simulation, at the moment of writing, the GUI takes about 40 seconds to display results
from the moment the run button is pushed. The previous GUI took about 5 minutes. Creating a
responsive GUI was one of the objectives and this decrease in running time shows the increased
responsiveness of the new GUI. It was determined that the time step used in the GUI is the
limiting factor that increases the running time. The GUI iterates 70,000 times due to the specified
time step. These iterations had to be done for various functions in the GUI. The function that
took the most amount of time was determining the water level in the rigid reservoir based on the
volume. By discussing with Nienhuis, a solution was found to alter the function that calculated
this, resulting in a reduction of the run time. The run time can further be reduced by the addition
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Figure 6.1: Tree diagram showcasing the layout of the GUI in terms of tabs.The lines represent

links between the tabs. Additionally, every tab within the discharging section links back to

discharging while every tab within the ducting system links back to ducting and discharging.

of a lookup table which will remove the need of the GUI iterating 70,000 times to find the height
for the corresponding volume. This can be done by running the DT once to find the various
values and assigning them to a table. A function can then be created that will use the values for
the depth for the associated volume. This development is not yet implemented in the GUI but is
currently in process.

The development of the lookup table is a good example of the robustness of the GUI. A step
wise approach can ascertain which script the development has to take place in. The main chunk
of work is done in the main loop script and it is in this script that the variable for depth can be
found. The depth is a further function of the P9 VRIGID function, which is one of the existing
functions part of the DT. It is in this function that the table has to be created. Once changes have
been made in this function, no further changes are required in any other sections and the GUI
can retain its functionality.

6.2 Structure GUI-OB
Figure 6.1 shows a tree diagram that demonstrates how the GUI will be structured.

There will be an initial ’Home’ page. On this page there will be 3 images, each linking to a
different tab which are the overview tab, the charging tab and the discharging tab. The overview
tab will contain a graph showcasing the heads in various components along with a table of
general parameters. By clicking on the image that opens the charging/discharging tab, the user
will see an overall image of the charging/discharging system. The various components of the
system can be seen in this image and by clicking on that component, the user will be taken to the
specific tab. In that tab, the user will be able to see the parameters involved in that component
as well as an output graph that displays the results. The created tabs relate to the flow, turbine,
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ducting system and reservoir in the discharging phase. The tables of parameters in all tabs will
be editable, just as they were in the previous GUI. This will allow the user to choose values for
the parameters and run the GUI to see what the output would be.

Navigation between the tabs is done through images that act as buttons. Using images visualises
the section the user will navigate to and adds aesthetic appeal to the GUI.

6.3 Process
To accurately determine what features the user would prefer to see in the GUI, regular meetings
were conducted with the supervisors who are the main target audience. Valuable insight was
obtained related to the design of the GUI, the components to be included and the parameters
from the DT. User suggestions revolved around having a clear structure that is intuitive to
follow, having images that depict a visual representation of the components, making comparisons
between simulations easily observable and making the simulations run at a swift pace.

When beginning development of the GUI, the objective was to spread out the information instead
of having it concentrated in a limited space as was the case with the previous GUI. Spreading
out information allows the user to process and understand content more thoroughly, as users
are limited in their working memory and being exposed to a great deal of information all at
once limits their capacity to grasp the information [27]. Additionally, the concept of grouping
similar objects together results in increased comprehension by the user while improving aesthetic
appeal [28]. This concept was utilised in the creation of tabs such that each tab contains specific
information related to a particular section of the OB. Figure 6.2 showcases the ”Home” page of
the GUI with the various tabs visible at the top. While operating the GUI, user satisfaction is
further increased if the user is visually attracted to the interface such that they consider it to be
inviting and easy to work with [20]. This is aided with the creation of tabs as having a layout of
balanced information, specific to its purpose, allows the user to understand better the task they
are performing and comprehend the required information easily.

Once the tabs were created, it had to be determined what features they should include. The basic
layout consisted of having a table of parameters, relevant to a particular section, and a graph
that depicted the output. However, building onto the previous GUI, it was decided to include a
description table that provided information about the tab. This included a brief explanation of
what the tab was about and the contents of that section. The tab for the second ducting section
can be seen in 6.3. The layout for this tab is the standard layout for all tabs and can be described
as follows:

Each tab has a heading related to a specific section of the OB. Below the heading is a brief
description of the section and any associated parameters. The parameters are then depicted in a
table as well as graphs that depict the output. Most tabs have one graph while some have two,
depending on the outputs as ascertained in the DT script. A visualisation of the parameters is
also provided. As the DT script calculates the Head Losses in the various ducting sections, the
parameters in these sections are the number and type of ducts used. These include a variety
of bends and certain connection elements. The visualisation of these parameters is done by
providing an image of the ducts for instance in figure 6.3, the second ducting section comprises
of three type of bends; 90 degree bends, S bends and 90 degree elbow bends. Images of these
bends can be seen in the tab. These images are a representation of the actual ducts used in the
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Figure 6.2: The ”Home” page of the GUI. This is the page the user sees when the GUI starts up.

On the top, the various tabs are visible. Navigation between the tabs is done through the use of

clickable images.

OB as they were obtained using the CAD files used in their development. In the top right of
the tab, certain buttons and icons can be seen. These can be classified as the navigation group
as by clicking them, the user is able to navigate to the various sections. A home icon is seen
which takes the user to the main ”Home” page. Underneath this is an image of the discharging
system which will take the user to the main Discharging page. Next to these are buttons depicting
”Run” and ”Reset”. As the names suggest, clicking on the run button will begin the simulation
while clicking on rest will reset the values of all parameters to their initial conditions. During
development, it was slightly tricky to determine when the simulation began and when it ended.
This was solved by the use of adding alert messages that signalled the beginning and end of
the simulation as shown in figure 6.4. In the existing GUI, an alert message was generated
when the simulation began but not when it ended. Although the end of the simulation can be
observed by the depiction of new graphs, some simulations result in similar new outputs being
generated which cannot be distinguished from existing outputs. Therefore an alert for the end
of the simulation proves to be useful. Below the simulation buttons is an image of the ducting
system, which takes the user to the main Ducting page. The concept was to allow the user to
easily navigate between the main sections and the sub sections, as depicted in figure 6.1. Thus,
for every tab within Discharging, the user is able to navigate back to Discharging with the click
of an image, and for every tab within Ducting, the user is able to navigate back to Ducting as
well as Discharging with the click of an image. This allows for easy navigation between sections
and improves user experience by being intuitive and effective [29] [30]. To further aid with
navigation, each section of the Ducting system contains images that when clicked, take the user
to the other sections. Thus the user can make changes in one section and see whether that has
any effect on the other sections.
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Figure 6.3: The second ducting section tab of the GUI. This tab includes a brief description of

the components of this section, as well as a visualisation of these components. Links to other

tabs and buttons to simulate are also visible.

Figure 6.4: An alert message signalling that the run button has been pressed and the simulation

is running.
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Figure 6.5: Comparison between 2 runs of the GUI. The results of changing parameters in the

first ducting section can be clearly visualised on the same plot.

An element missing in the previous GUI was comparison between simulation runs. If the
parameters were changed and a simulation was run, the output would only show the new results
and previous results would disappear. This was not very useful for analysis. In the creation of
this GUI, efforts were made to store both the old and new data, and they were fruitful. Figure
6.5 shows the results of two runs where parameters were changed in the first ducting section.
The two data sets are clearly depicted in the graph and an analysis can be conducted on their
comparison. In his book, Alberto Cairo highlights the importance of having visual comparison
of data as this leads to recognition of patterns, trends and insights that would otherwise not be
ascertained clearly [31].

Table 6.1 showcases a comparison done of the run time between the new GUI and the existing
GUI. The start time is the time taken for the application to open whereas the simulation time is
the time it takes for the backend code to run. It can be seen that the start time for the existing
GUI is faster than the new GUI. This may be due to the fact that the existing GUI utilises only
2 MATLAB functions whereas the new GUI utilises 4 functions, which take slightly longer
to run. However, the simulation time for the new GUI is much faster than the existing GUI.
This was done by collaborating with Nienhuis to find solutions to make the DT code run faster.
The limiting factor in the DT was the timestep which causes the DT to iterate over the code
70,000 times. Initially, it was planned to reduce the timestep however this caused further errors
in the code as the timestep was linked to certain built-in MATLAB functions which did not
run properly if the timestep changed. It was then decided to change the DT in a way that these
built-in functions are not used. This was done for part of the DT, however, for another section
this is still a work in process. It is due to this that there is a predicted simulation time mentioned
in the table which is the estimated run time when this update is made.
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Table 6.1: Table comparing the run times of the new GUI and existing GUI. Time was determined

while the personal computer was both running on battery power and while charging.

New GUI Existing GUI

Start Time (battery power) 00:13 00:05

Simulation Time (battery power) 01:58 approx. 05:00

Start Time (charging) 00:03 00:03

Simulation Time (charging) 00:53 approx. 03:00

Predicted Simulation Time approx. 00:15 -

A manual has been created that goes further into detail regarding the programming of the GUI
(A). This manual can be consulted to understand how to properly run the GUI and what each
section details.



7: Discussion

7.1 Charging Phase
In section 5, it was mentioned that the script which is the basis of the DT focuses mainly on the
discharging phase. This is due to information not being available regarding the specifications of
the ducting system related to the charging phase. This phase utilises a pump, which is the main
point of difference as compared to the discharging that utilises a turbine. For the Matlab script, an
assumption was made that allows for the behaviour of the pump to be similar to the behaviour of
the turbine. This assumption was used for the calculation of the efficiencies. Specific information
related to the pump and the various ducting sessions was not available at the time of writing this
report. Due to this, the Head Losses experienced in this phase could not be modelled. However,
for future work, once these specifications are known, they can be updated in the DT by being
added to the Matlab script and consequently becoming a part of the GUI. The manner of doing
this is detailed in the GUI manual.

7.2 Modifying Equations
Further work also needs to be done to determine whether the equations used in the current script
produce the best possible results. It might be the case that the introduction of new technology
or further research results in better equations calculating the Head Losses and efficiencies. For
this purpose, the robust design of the GUI would ensure that these changes can be made without
the GUI losing its functionality. It must thus be taken into account that the equations currently
governing the behaviour of the OB might not be the most accurate ones.

7.3 User Limitation
There are two main ways by which the GUI can be used by the user, either with the aid of
MATLAB or without. The GUI is packaged in a file and further details on running it can be
found in the manual in B. For users who have MATLAB, running the GUI is quite straightforward
as long as they have all the input files in the same directory. They simply need to open the
application and it will run. For users who do not have MATLAB, the package file contains an
adapted version of MATLAB called MATLAB Runtime which users first need to install. This
will aid them in operating the GUI.

Additionally, it might be the case that some users (or even developers) prefer not to use MATLAB
and wish to run the GUI in a different environment. For this, the DT files must be adapted
and converted to suit the specifications of the environment. The syntax of MATLAB and that
of, for example, Python is quite different thus conversion must keep that into account. As for
the GUI itself, it has to be determined whether it is possible to convert the script made in App
Designer into a script that can be utilised by a different environment. If this is not the case, then
the structure, layout and functionality of the GUI must be recreated with the specific chosen
environment.
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7.4 Academic Use
The manner in which the GUI is created is done in a step by step, logical approach, taking into
account the characteristics and the manner of thinking as presented in section 4. The usability
of the GUI allows it to be used in academia for both research and teaching purposes. Those
interested in the behaviour of energy storage platforms can alter the parameters of the GUI to
model and compare the various different states. However, the GUI can also be used as a means
of educating those interested in GUI development, Matlab applications as well as educating
regarding the dynamics of the OB. The OB utilises many concepts related to Fluid Dynamics and
Dynamics of Engineering Systems. It can provide a visual representation to students regarding
the affect the various parameters have on the overall system. Furthermore, following the step by
step approach as determined in the manual, students can use the GUI to practice their Matlab
and programming skills. The usability of the GUI is dus not limited only to research but also
encompasses education.



8: Conclusion
DTs, as virtual representations of physical entities, provide a means to simulate and understand
the behavior of real-world systems in a virtual environment. By mimicking the state of physical
entities, DTs enable researchers and engineers to explore different scenarios, test various param-
eters and observe the effects on system performance. To interact with and visualize the DTs,
GUIs act as a bridge between users and the virtual representations. GUIs provide an intuitive and
user-friendly interface that allows users to modify parameters, input data and interact with the DT
in a responsive and interactive manner. Through the GUI, users can observe the virtual system’s
behavior and gain insights into the impact of different parameter settings or interventions. For
the OB GUI to operate effectively and not be hindered by future developments, the DT was
divided into various functions to ensure that future developers do not experience difficulty in
interpreting and modifying the twin.

In the context of the OB project, the GUI facilitates the exploration and optimization of the OB
system. The GUI was created to enhance user experience and usability by being responsive and
robust, the main criteria determined through various case studies. Users can modify specific
parameters presented in tables within the various tabs of the GUI and observe the resulting
outputs shown in the graphs. By making changes through the GUI, users can observe how these
modifications affect the efficiency and performance of the system. This capability supports
research and development in sustainable energy storage and provides a platform for academic
exploration.

Furthermore, the GUI can serve as an educational tool. It allows future generations to learn
about sustainable energy concepts while simultaneously practicing their programming skills.
The interactive and visual nature of the GUI enhances the learning experience, enabling users
to experiment, visualize outcomes and understand the complex relationships within the system.
This not only fosters a deeper understanding of sustainable energy storage but also promotes
engagement and interest in related fields.

By looking back at the research questions presented in 2.1.1, it can be seen that the main question
was answered by determining the characteristics of a GUI that make it most effective in carrying
out its task. The function of a DT has also been discussed as being a virtual representation of
a physical entity, which is accurately developed by ensuring that the states of the two entities
mimic each other through efficient information transfer. The user requirements of the GUI were
determined through regular meetings with supervisors, who are part of the intended audience.
The optimal configuration of the GUI was also developed by using inspiration from the existing
GUI and literature that detailed effective GUI design. The comparison between the existing GUI
and the new GUI was done based on the run times, with the new GUI having an improved run
time.

The combination of DTs and GUIs provides a powerful framework for optimization, research
and education. The ability to simulate and visualize systems in a virtual environment empowers
researchers and engineers to optimize product and process design. Simultaneously, GUIs
facilitate user interaction, data visualization and experimentation, enabling users to gain insights
and make informed decisions. The integration of DTs and GUIs holds significant potential for
advancements in various fields, driving innovation, sustainability and educational outcomes.
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Figure A.1: View of the Overview tab of the existing GUI. The tab has a section above which

shows the overall structure of the OB and tables that showcase the calculates K values. Towards

the left is a text box that provides descriptions of various parts of the OB. Below the box is

another table that shows the various parameters associated with the 2 different phases. The

graphs depict the head, Head Loss, volume and flow, also associated with the phases.
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Figure A.2: View of the Charging tab of the existing GUI. The upper section of the tab shows an

overview of the structure involved in the charging phase. A drop down menu allows the user to

further select a part which will depict the image of the part on the top left with its description

and associated parameters below.
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Figure A.3: View of the Discharging tab of the existing GUI. The upper section of the tab shows

an overview of the structure involved in the discharging phase. A drop down menu allows the user

to further select a part which will depict the image of the part on the top left with its description

and associated parameters below.
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ABBREVIATIONS

Blad - Flexible Bladder
C - Charging
D - Discharging
DD - Ducting in Discharging
F - Flow
GUI - Graphical User Interface
H - Head
HI - Head Inlet
HL - Head Loss
HL1 - Head Loss section 1
HL2 - Head Loss section 2
HL3 - Head Loss section 3
HO - Head Outlet
HP - Hydrostatic Pressure
L - Length
OB - Ocean Battery
OG - Ocean Grazer
OV - Overview
Res - Rigid Reservoir
Turb - Turbine
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PURPOSE
The user interface for the Ocean Battery is created to allow the user to modify
parameters associated with the various sections within the OB and observe the
resulting effects. This manual describes how the GUI-OB is set up and what the
structure of the backend code is. This will allow future developments to be easily
implemented in the GUI-OB without the need for creating new user interfaces.

FILE PACKAGE
The file package for GUI-OB is named GUI_OB_2023. It consists of 3 folders and
1 file, as seen below.

Analytical Code refers to the folder that contains the matlab scripts and functions.

Extra material refers to the folder that contains material that is not used in GUI-OB
but may be used later. This includes functions of the analytical code and images
from the previous GUI.

Images refers to the folder that is used to input images for the GUI. This folder
contains subfolders related to the CAD files of the OB which were used to create
images. The images themselves which are input into the GUI can be found in the
subfolder images_used.

GUI_OB is the main application. Opening this allows the user to modify the GUI
code as well as run the application.
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RUNNING THE GUI
Without Matlab
Run the filename “MyAppInstaller_mcr” and follow the instructions. Once the app
is installed, follow the steps from below.

With Matlab
To run GUI-OB, the user must have Matlab installed on their workstation. After
opening Matlab, the user must navigate to the location where the folder
GUI_OB_2023 is located. In this location, the user first has to add all the
subfolders to the file path. Without doing this, GUI-OB will not know the location
of the functions and images used. Subfolders can be added to the path by right
clicking on the folder, selecting “Add to Path” and sub selecting “Selected Folders
and Subfolders”. This is visualised in the image below.
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Once all folders have been added to path, the file GUI_OB can be opened. This
will result in the following screen showing.

From this screen, the user can choose to run the GUI by pressing on the green Run
arrow above. Additionally, the user can choose to customise the layout by staying
on Design View and editing the GUI visually, or change the code of the GUI by
going on Code View.

When the GUI is run, a new window appears which is shown below. This is the
main “Home” page of the GUI. Navigating the GUI is intuitive and is aided by the
descriptions in each tab. Navigation is done by clicking images which are a
representation of different components of the OB. Each tab of the GUI is affiliated
with a specific component of the OB and contains tables of parameters. These
tables can be edited to change the values of parameters and observe the resulting
effects. The outputs are visualised by the use of graphs. Each tab also contains
additional images which are a representation of elements of that section.
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STRUCTURE

GUI-OB STRUCTURE
GUI-OB has a structure consisting of multiple tabs that can be navigated through
the use of images. By clicking on relevant images, the user will be taken to the
associated page where various parameters and graphs can be seen. Each tab has a
description related to what is depicted on it. The user is then allowed to edit
parameters and observe the outputs by clicking on the “Run” button. If a user
wishes to reset the parameters to their original value, it can be done by clicking on
the “Reset” button.

Figure 1 below shows a tree diagram depicting the structure of the GUI-OB. When
the application is opened, the user can see a “Home” tab. This tab contains images
that link to an “Overview” tab as well as tabs related to the “Discharging” and
“Charging” sections. The user can choose to begin the simulation right away by
clicking the “Run” button which is also present on this tab.
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Figure 1: Tree diagram depicting the page structure in GUI-OB. The lines represent the linkages between pages.
Important to note here is that all pages within the Discharging System link back to the Discharging phase as well,

while all pages within the Ducting System link to each other and the main Ducting System page.

In the “Overview” tab, the user sees a table of parameters that include various
efficiencies. A graph depicting the total efficiency of the OB over time is also
shown as well as a graph depicting the various Head Losses in different sections.
Like every tab, there are “Run” and “Reset” buttons as well as an icon that links
back to the “Home” tab.

In the main “Discharging” tab, the user sees a description of the discharging phase
along with a graph depicting the hydrostatic pressure. An image of the discharging
system can also be seen along with images of various components of the system.
These images are clickable and will take the user to the respective tabs of those
components. A legend is also displayed that correlates with the image of the entire
discharging system.

If the user clicks on the image linked to the “Reservoir” tab, a description of that
section along with its parameters (which are editable) and output graphs can be
seen. This structure is similar for the “Flow” tab, the “Turbine” tab and the various
“Ducting Section” tabs. All the “Ducting Section” tabs, including the general tab,
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have an additional feature in that they are all linked to each other by images. These
images are representative of the various sections. To navigate through different
parts of the Discharging system, the user has to navigate back to the main
“Discharging” tab and then click on the image of a particular section. However,
since the ducting systems are part of one component, their tabs are linked with
each other.

The “Charging” tab currently only shows an image of the Charging system and its
description. Due to specific data not being available for this system, the GUI does
not go in depth into its components.

GUI-OB CODE STRUCTURE
The code for GUI-OB is structured as follows:

1. Properties Creation - In this section, the variables that are to be used in the
GUI are defined. Matlab App Designer calls these variables properties and
they are the first thing that the code should contain. If any additional
variables are added to the model of OB, they should be included in this
section as well.

2. Initialisation - This section assigns initial values to the variables when the
GUI starts up. For the variables that have to be calculated later, this section
initialises them by making them into an array (if required). Additional
variables can be added to this section if they require an initial value or an
array.

3. OB Parameters - In this section, the variables are assigned to the array “OB
Parameters”. This is done to store all the variables in a single array which is
later called in the various functions. This is also done when the GUI first
starts up.

4. Run button - When the “Run” button is clicked, the GUI executes this code.
A simulation message first appears to indicate that the simulation is running.
This is followed by calling the various functions that are essential to the
code. When all functions have been run, the graphs are created or updated
and an end simulation message is displayed.
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5. Image click - Whenever any image is clicked, it opens the related tab. The
table of parameters as well as any graphs are then created for the relevant
tab.

6. Table edit - Whenever new data is entered into the table, the previous data is
overwritten and the table will display the new value that the user inputs. This
data can then be used in simulations by clicking the run button. Additional
input to the tables can be done by adding the variables in the if function as
well as including them in the code for creation of tables.

7. Reset button - By clicking the “Reset” button, all values are reset to their
original state and the graphs as well as the tables depict their original
outputs.

The naming of images, tables and buttons has been done in such a way that it is
representative of the relevant tabs. Additional components can be named in the
same way to allow for clarity.

FUNCTIONS
There are 4 main functions that the GUI code utilises. These are as follows:

1. Main loop - This loop iterates over the specified time horizon. It calculates
the flow velocities, Head Losses, friction coefficients and the depth. If
changes have to be made in this code, it is important to factor in the loop and
the fact that the calculations are mainly dependent on the flow and flow
velocity values.

2. Head Loss - This function calculates the Head Losses in the bladder, turbine
and rigid reservoir. As inputs, it utilises geometries defined in the
initialisation section as well as certain elements calculated in the main loop
such as the depth of water in relation to sensors, the viscosity and density.

3. Analytic Parameters - This function calculates the Head Losses from above
but takes into account the reference point of sensors.

4. Efficiency - This function calculates the efficiency of the OB by using the
efficiencies initialised for the motor and turbine, as well as the Head Losses
calculated in the main loop.
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For any changes made to the functions, it is vital to include them in the properties
section of the GUI (if additional variables are added) as well as add them to the
“OB Parameters” section.

EDITING THE GUI

DESIGN VIEW
In Design View, the user can add elements to the visual design of the GUI. These
can be done through the elements present in the component library of Matlab, a
snippet of which can be seen below. Amongst others, the user can add graphs,
tables, buttons, labels and text boxes. The user simply drags the component from
the component box and places it to the location where they would like the
component to be. Once the component is added, the user can assign functions to it
to determine any special behaviour. This could be the GUI performing a task when
a button is clicked or allowing values to be updated in a table when it is edited.
This is done by assigning callback functions and further documentation related to
this can be found in the appendix.
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CODE VIEW
In Code view, the user is able to make changes to the actual code of the GUI. This
is where callback functions are programmed to perform tasks. The image below
shows a callback function for editing values in a table of GUI-OB. Before
functions are executed however, the variables have to be defined. This is done by
creating properties in code view. Properties are the variables that will be utilised
when the GUI is run. For example, GUI-OB calculates various Head Losses and
the total Head Loss is stored in the variable HL_total. This variable is thus first
defined as a property to be used. Programming the GUI has a simple general
procedure: the user adds components to the GUI in the design view, assigns
functions to these components and within the code view, defines what the function
is meant to do.
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APPENDIX

General Documentation Matlab App Designer
https://nl.mathworks.com/products/matlab/app-designer.html

Callback Functions in Matlab App Designer
https://nl.mathworks.com/help/matlab/creating_guis/write-callbacks-for-gui-in-app
-designer.html
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